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Object Oriented Approach and Design in Games

In this chapter, we will cover the object oriented way to program games. Let’s look at the recipes that will be covered in this chapter:

* Using classes for data encapsulation and abstraction
* Using polymorphism to reuse code
* Using operator overloading to re-use operators
* Using function overloading to re-use functions
* Using files for input and output
* Creating your first simple text based game
* Templates: When to use them?

# Introduction

![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAIBAQIBAQICAgICAgICAwUDAwMDAwYEBAMFBwYHBwcGBwcICQsJCAgKCAcHCg0KCgsMDAwMBwkODw0MDgsMDAz/2wBDAQICAgMDAwYDAwYMCAcIDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAz/wAARCAFeAiYDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD9/KKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKz/FnizS/AXhXU9d13U9P0XRNFtJb/UNQv7hLa0sLeJC8s0srkJHGiKzM7EBQCSQBQBoUV4B/w9i/ZZ/6OW+AH/hw9I/+SKP+HsX7LP8A0ct8AP8Aw4ekf/JFAHv9FeAf8PYv2Wf+jlvgB/4cPSP/AJIo/wCHsX7LP/Ry3wA/8OHpH/yRQB7/AEUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFZ/izxZpfgLwrqeu67qen6Lomi2kt/qGoX9wltaWFvEheWaWVyEjjRFZmdiAoBJIAoA0KK/KH4pf8HHXir9rfx3f/D39gf4JeIPj/wCJ7Ly/tnjDW7ObSvCekbo1uI/MEzQSfvY4r6EfapbH99AvlfaQwU8fo3/Bt/8AHr9vTUdW1H9uj9qzxh40tJrtbmw8J+AL8waNbXEUEUMF+q3FqlpBIIjdxtFDp6ljIJDOWklRgD6f/a8/4OT/ANj/APZB06dZ/ipp/wASNbW0hvLfSPAAXX5LxJJzCVW7jYWEciBXkaOa5jkEaghSXjD/ADBo3/Bz/wDFz9r7UdWtf2W/2Kfih8SNEvbtdB0LxdqtxLDp1nqkkERA1GO2t5LWCOKWdGdW1GMGHa7SwB8p93/s0f8ABFn9lT9kT7JL4F+BPgC01DTtVTW7HVNVsTrmq6feJ5Zjlt72/ae5h2NEjosciqjguoDMzH6foA/IH/jcl+1t/wBEA/Zf/wCEf/69dQ/4Sbzv/Bzs+z+V/wBO+ftP/LXH7o/4cn/t/wD7Tf8AxPvjH/wUG8QeB/E9n/oFrYfDizu4dKls1/eJNILWXSo/tBkkmVibd22JFmVhhI/1+ooA/IH/AIhE/C3x3/4m/wC0Z+05+0B8afG9t/odjrf2+G0+y6cvzx2m2/GoSnbM9w+VmVP32BGCGZ+w+Cn/AAZ6fsf/AAr8VXGo67H8UPiVaTWjW6aZ4k8SLb2kDl0YTq2nQ2kxkAVlAaRo8SNlCwVl/U6igD4A/wCIXH9hT/ohv/l5+If/AJOo/wCIXH9hT/ohv/l5+If/AJOr7/ooA+AP+IXH9hT/AKIb/wCXn4h/+TqP+IXH9hT/AKIb/wCXn4h/+Tq+/wCigD8gf+IKn9ln/ofv2gP/AAeaR/8AKyj/AIhfvip8JP8Ainvgr+31+0B8L/hlp/8AyBvDG+8uP7M3/vJ/ntNQs4D5lw80vyW0ePNwd7Bnb9fqKAPyR1n/AIJo/wDBUP4BadpPhb4R/tweD/GvhSwtGdtQ8f6BGmsi4knld42lmstTmnjAZCsktzkBjGEVI0zn/wDDef8AwVY/ZD/0r4mfss+APjT4J8Gf8S7UtS8E3oXXvFu3/Ror+3it7qeVfNmMc7qulLtjMmYbcAmL9fqKAPyB+HX/AAd//Djwd47k8F/tD/Az4wfAfxvb6rBaXthNarqcOjWc0cEkd5eCZbS8j+WVpDFHaSsYgjoZDIEH6H/sh/8ABSj4Dft6adBN8I/ir4P8aXk1pNftpNveCDWba3inFu802nzBLuCMSlAHliUMJIyCVkQt6f8AFL4T+Fvjj4Ev/C3jbw14f8YeGdU8v7ZpGt6dDqFhd+XIssfmQTK0b7ZERxuBwyKRyAa+EP2vP+DXH9j/APa01GfU4PA2ofCrW7u7huLi+8AXq6VHKkcBhEC2Ukc1hDGw2OxhtkkaSMMXy8m8A/Q+ivxx0b9nn/gpj/wSD1HVtf8AC3xC0/8Abb+E9rdrd3vh3xDd3R8XS2/kRTXdxbfaGkmikUWslvDBBd3gZrkSCykkkcJ9X/8ABNj/AIL2fBv/AIKI+Oz8N5YPEHwr+Omn/aLfVPh74stGtr+K6tI4zexW0xAjn8qQzL5b+VdFbWeRraNEYgA+36KKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAK/FH9qHxZ8UP+DkP/goX8Qf2Y/DGp6h8Lf2Wv2efEAsPifqEVxENZ8XX8F1PEkKRgsPLaezn+zowaGMQG6nDyi1tE/a6vxx/wCDRzxZpf7PnhX9pD9lbXdT0+T4pfCf4lajf6gltcIbTVLcJb6XLNZBytxLHFc6c3mO0KBBd2mTul2qAfqf+zR+yr8OP2N/hZaeCfhd4L8P+B/DNnsb7HpVqsP2qVYY4ftFxJ/rLi4aOGJXnmZ5ZNgLux5rv6KKACiiigD4u/Y0+L/7T37Z/wAAbD4iWXxC+A/hSz1jUdTtYNLn+FuralLbR2moXFou64HiKESMwgDEiJBlsY4r1r4qf8FA/hz+zF4ptPA/xC8T31/8RLbw9B4gv9P8M+DNY1Oaa0ZpYpL+O0s4ruWO1EtvKGJeQQ5jEj/vI2f4W/YQ+DH7M/gL9m+y0v41fsr6vq3xKi1nWpdXvNT/AGZdd165uRJqt3JA7XsejzLODA0RVlkYbdozxgfWPwf8InX/APgpHrvjDSfCmuaZ4G1P4J6BpelXF74cutJhjK6pqsjWPlXEUbQypE8Ja3dVdFZNyLxWCqTVKLjrdN99qc5LXfWUUvO/exo1FOpKX2Xott6kY7eUW35W7XPR/HH/AAUH+EvgbRvB99/wkl/4kHj/AE06z4ftvCXh/UvFN9qdgFRjepa6bb3E4th5kYMzIIw0iqWDMAanir/gpJ8HPC3gbw34jj8Tap4j0zxbo7eINN/4Rfw1qviS5bTlwGvJbfT7aea3gVjsaSZEVXBQkOCo+K/+Cc/hrxL+wjc/Cjxr8Qfh78SV0DxB8EdH8HM+keDNV1vU/DWp2F/e3Elnd2FnBLdQJNHdoyyGHZugZWZCUD9x+0h4+8bfFf8AaBm1LUfDH7Q/w48JeMPh7Yx6RYeC/BEEuv8Ai28N5emTSNY1e3trqXR0VHt2izeWHlfb7h2uInSTytsTeKfsld3ml1tyupyp21bkoxasr66RaaYRglNxm9Eo67Xv7PmavolFyknd2XLq1Zn038Sv+ClPwV+FVp4Dm1Lxob9vilpz6r4Pg0PR7/XbnxNbp5G42cNlBNJO4FxE/lopfZvfbtjkZbh/4KFfCJ/ghpXxCg8U3N94f1zU30PT7ey0PULvWbzUY5HjlsE0uKBr9ruNopfMtxB5saxSM6qqMR+dP7KPj+6/ZS8S/sFQ+N/h18SYtV8K/C7xb4f1nTrfwvf3useH7iKfSoZLj7DFE91cxF1CB7eOXck4lGYwzj1m0+Cv/CR+CvHfxT8deEvj54StPG3xj/4TjwTfeDNGnm8WeAYo9Lg02LU59MVJrgpeLBMsto1lckR3wFzbqBI0WslC75XeN5WemyrKCj0TlKF5J3SdtrJmSvyx5lq0rrXf2cpN7XSUkotWbV+7Sf194H/4KC/CX4hx6Sun+JryG+1nxOvg2LTNS0LUdM1S11drWW7S0urK5gjuLRmtoXlVriONWTawYh03cz8ff27rTwZ8b/Angjwhc6XquqXXxMsfAvjCC8s7kPpSXWh3mqx+S+URpSkVs24GRAsjqQG+78v614g+M/ibwb4K8beKNN+KHxK8EfCj46WWtaRrGo+BZNK8Zal4bfSrmzmup9EtrWG4c217fOg8uxillghMohK/O2LH4a8efGT9sXUvH2lfDL4iado2pftAaFrmmtrnhy809rjTYPAtzZi/ljkjDwW7T7EJlCNG0ixyLHJlBipPmi5LaULrrZvDtpq11f2lRNf3Wk3yyb15VaaT/wCXdSz/ALy9qlr5KMHfvJN25oo+2vCX/BRP4ReOPitp/g3TfEeqSarrU91aaRdzeG9Ut9H1+e1DGeGw1OS3WxvpUEchKW08jHypMA7Gx5d+zR/wVH0v9pZY5Hlu/Akj/FW/8BWVrrngbXI216OAX3kwQzTJbpBdyLZPNIXDrbbDBLGsjo1fHfw/8NfEHxD40/ZG1nXPD/7RWra38PfGlo3jHQT8PpPD3g34ZLLY3tobbTbO0sbaO/thcTxot2rX4gt7cu08CzN53qnw8+H3ix/HHhDw9J4I8e2994T/AGr9e8UahNP4avorEaTfRa/LbX8V0YvImt2E8StJHIwjeRFfazqDpQjerFTd02o6bfxMOuZb/ZnK2rjo3eUWTXtGnLl3S5l3/h13ytf4oR7PVbOx9gfEH/goz8Hfhb8UdR8I654rubXUNEubWy1i/j0LUbjQ/D9xc7fIg1DVY4GsLGaTfFiO5njfE0Rx+8TdnfFf/gqF8EPgp8RvE/hTxF4t1G31rwPLbx+JVtPDOrX9t4aS4hhmhnv7m3tpILS2eOZCLid0h+WQb8xSBPk/4leGPF3w/wD2SP2nf2c5/h18RvFvxC+K+u+Jp/Ct/a+Gry60DXINemke2uJtWRTZ2YtRMVmS7nikUWnyJIHhD9B4l/Zx8X6Z8DP+CgWjSeGNd1XUfFPhmDTtEkj0uaRvE8kXgm0tf9E+Xdcn7SrxgJuPmbl+9kVze2aw7rNXtTU7d5NRbgt7ODdne920rJxZvSoxniVQvZOUo37JSSjJ91NNtbbbtNH6GW11He20c0MiTQzKHR0YMrqRkEEcEEd6fXMfBOwuNK+DPhG1uoZra6ttFs4poZUKSROsCBlZTyCCCCDyCK6eu3EU1Tqypxd0m1fvZnDh6jqUo1JKzaTt6oK+EP8AgsF/wQ48G/8ABRrwqfGfgh9P+Fv7R/hm7j1rw14/0uM2N3dXsCRLDFqE8AE0kYEECxzjdNaGJHiyokgm+76KxNT88P8Agg7/AMFdfE37dOnePfg18atO0/w/+0f8B7ttH8VRQXVp5fiIQzyWst7DDC5Akini8q58kG3WSWB42VbhYYv0Pr8Yf+CRHxFs/wBtH/g50/bF+N/gJP7V+GWleFbfwe+tLd2skNzeK+lWsMkHlSv51vc/2LfzRTR5UxLGX8tpFQ/s9QAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABX5of8ABaP/AIIueM/2i/jL4d/ab/Zk8Raf8OP2lfhvaS3EclvbiCTx28YhS3gmuHlFvHIlstzADPDJHcxzx287pboCn6X0UAfmD/wT1/4OYPAnxb8R3Xwz/ah0T/hlv426J9nhutN8VrcabpWp7rEXL3Aluo0/s7dtZlt7x+UntRHPcPIQv6fV4B/wUK/4Ji/Bv/gqD8LLXwt8XfDH9r/2R9ok0TV7O4a01Xw/PNCYmmtp1/4A5ilEkEjwwmSKTy1A/NDXP+Df79rX/gmDqOu6p+wh+0lqEfhS/tLu7uPBHjN7d5JLgQWuPIElvJptxeXEluUFxJBZmGNYozKyNI4AP2uor8Ybz/g4l/a4/Yc/tKH9q79ifxBZ6ToOq2n9t+MvBrXMOg6Tp1x9mVdkjC8s7q4DSkDGoRI8jpA3lOrMfo/4A/8AB01+xd8dNO8PLdfEvUPAOt+IrsWa6R4q0C8tZNOdpzCjXN3Ck1hDGw2yeYbny0jcGRoyrhQD9D6K4D4F/tY/Cz9qD+1f+FafEvwB8RP7D8r+0v8AhGPENnq/9n+bv8rzvs8j+Xv8qTbuxu8t8Z2nHf0AFFFFAHJeIPgX4W8UfGXw38Qb/S/P8X+EbC90vSb/AO0zL9kt7wwm5j8tXEb7zbw8urFdnykZOetooo2SS2X6u7/Ft+rBvqFFFFABRRRQAUUV84fH7/gsD+y5+zFp3iGbxn8e/hhY3nhS7Nhq2k2euw6prNncLOLd4Tp9qZbsyRynDosRMYVy4VUYgA+j6K/KH9pD/g7w/Z98JaxZ+Gvgh4Y+IH7QnjfXPskOi2ekaXPpFhf3k90IfsJkuY/tn2jb8yLDZTLI0kSBgWcx8frP7VH/AAVg/wCCheo6S/wt+Dfg/wDZR8Ca1dtcWuteLpLe51nT0ggljkgv4bxJLjy5rlC0Zj0mOTBtzvMW+VwD9T/2l/2qvhx+xv8ACy78bfFLxp4f8D+GbPev2zVbpYftUqwyTfZ7eP8A1lxcNHDKyQQq8smwhEY8V+QH7Q//AAUE+OP/AAcbeO9V/Z+/ZZ8P+IPh3+znc6rc6X42+Mt/bXCQ63pkUcHn2sSFI/J83zsiyEpubqKW3877JA12tegfs0f8GkXgTxB4jtPiB+1d8UfiB+0F8TdQ2Ta3HJrNxb6Vd/6DHbrby3LE6jdfZ3UmO4Fxb70igVoEVWR/1u8J+E9L8BeFdM0LQtM0/RdE0W0isNP0+wt0trSwt4kCRQxRIAkcaIqqqKAFAAAAFAHkH/BOr9g7wb/wTc/ZH8J/CnwZZaekei2kb6zqdvaG2k8SaoYkW61KZWeR/MmdMhWkcRRiOJCI4kUe30UUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABXgH7Uf/BKv9nH9tL+3ZviZ8GPAHiXV/Ev2f8AtLXf7KSz1658jyhF/wATK38u8XasMcfyzDMa+WcoSp9/ooA/MH46f8Ghv7G3xb/sr+wNF+IHwv8A7P8AN8//AIRjxPLcf2nv2bfO/tNbzHl7G2+V5efNfdvwm3z/AP4hfvip8JP+Ke+Cv7fX7QHwv+GWn/8AIG8Mb7y4/szf+8n+e01CzgPmXDzS/JbR483B3sGdv1+ooA/IH/h21/wVY+BH/FKfDT9tPwB4s8E6V/yDdV8baYJNeuvM/ey/aGuNN1CU7ZnkRN15L+7WPHljEaH/AAhv/BZL9lf/AIqH/hLPgB+0p9s/4l3/AAjHk2th9h3fvPt+/wCz6RnZ5XlbftL5+0Z8lsb4/wBfqKAPyB/4bI/4LJf9GnfAD/wb2v8A80NH/DZH/BZL/o074Af+De1/+aGv1+r5g/Zg/wCCvPwb/a7/AG4fix+z74PvfEEvj34Qeb/ajXeltBYah9nuEtb37LKSS32W6kjgk81Yt7OGh86MNIAD4g/4bI/4LJf9GnfAD/wb2v8A80NH/DZH/BZL/o074Af+De1/+aGv1+ooA/IH/hjb/gsl/wBHY/AD/wAFFr/8z1H/AA5P/b//AGm/+J98Y/8AgoN4g8D+J7P/AEC1sPhxZ3cOlS2a/vEmkFrLpUf2gySTKxNu7bEizKwwkf6/UUAfkD/xCJ+Fvjv/AMTf9oz9pz9oD40+N7b/AEOx1v7fDafZdOX547TbfjUJTtme4fKzKn77AjBDM/v/AMJ/+DX79iX4Uf8ACM3H/Cnv+El1fw19lk+3674h1O8/tWeDYfOu7Xz1s5fMZd0kXkCBtzL5QQ7K+/6KAOP+Cn7PfgH9mvwrcaF8OvA/g/wBol3dtfz6f4b0a20q0muGREaZooERGkKRxqXIyRGozhRjsKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKAPnD/grP/wAFAtL/AOCZf7Bnjv4r3j6fLrem2n2Dwxp92UZdW1mcFLSHyjNC80avmaZInEgt4Lh1BKV/ID/wTX/a9uf2C/28/hV8XIp9QhtPBfiCC41ZbC1gubu50uQmDUIIknIjMktnLcRKSylTICHRgHX9L/8Ag81/bW8VfEL9snwp8C/sHiDQ/BPw70qLXf8AS4JrW28Tajeqf9Ni/emK6t7eFfs8cvlq8c7alHlga/GGgD++zwn4s0vx74V0zXdC1PT9a0TWrSK/0/ULC4S5tL+3lQPFNFKhKSRujKyupIYEEEg1oV+UP/BoR+2t4q/aZ/4Jx6j4F8U2HiC5/wCFLaquhaR4huoJns9S06ZDPBZLcySv5lxZ5aNokWNILWTTlAO4mv1eoAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooA+AP+Do7/lBR8c/+4B/6kOmV/IFX9fv/B0d/wAoKPjn/wBwD/1IdMr+QKgD+/yiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKK5/wCKXxZ8LfA7wJf+KfG3ibw/4P8ADOl+X9s1fW9Rh0+wtPMkWKPzJ5mWNN0jog3EZZ1A5IFfGHx+/wCDlz9i79nzUfEOm3Xxm0/xVrfh+0Nwtj4V0y81mPVH8gTJBbXsMRsJJHDKmTcrGkhKyPGVfaAfd9FfkD/xGH/Cz4t/8U98FfgH+0B8UPibqH/IG8Mf2ZZ2/wDaez95P89pPeTjy7dJpfktpM+Vg7FLOp/xEd/tT/8ASMf9oD/v7q//AMo6AP1+or8gf+Il74++Dv8Aib+Ov+Cc37QHhTwTpX+meIdbzqMn9jadH89zd7ZtJgibyoQ74kmiQ7cNJGMsOg+Fv/B5J+yP8QPHdhpGrab8YPA+n3nmebret+HbaawstsbOPMWyu7m5O9lCDy4X+Z1LbV3MoB+r1FfMH7NH/Bab9lT9rv7JF4F+O3gC81DUdVTRLHS9Vvjoeq6heP5Yjit7K/WC5m3tKiI0cbK7kopLKyj6foAKKKKACiiigAooooAKKKKACiiigAoor8gf+DrX/gqP8dv+Ca//AAoX/hSvjr/hC/8AhNP+Eh/tn/iS6fqP2z7L/Zfkf8fcEuzb9om+5tzv5zhcAH6/UV/Lj4T/AOCrH/BX7x74V0zXdC0/44a1omtWkV/p+oWHwRsrm0v7eVA8U0UqaUUkjdGVldSQwIIJBrQ/4eWf8Fkv+hc/aA/8MTa//KmgD+n6iv5gf+Hln/BZL/oXP2gP/DE2v/ypo/4eWf8ABZL/AKFz9oD/AMMTa/8AypoA/p+or+YH/h5Z/wAFkv8AoXP2gP8AwxNr/wDKmj/h5Z/wWS/6Fz9oD/wxNr/8qaAP6fqK/mB/4eWf8Fkv+hc/aA/8MTa//Kmj/h5Z/wAFkv8AoXP2gP8AwxNr/wDKmgD+n6iv5gf+Hln/AAWS/wChc/aA/wDDE2v/AMqaP+Hln/BZL/oXP2gP/DE2v/ypoA/p+or+YH/h5Z/wWS/6Fz9oD/wxNr/8qaP+Hln/AAWS/wChc/aA/wDDE2v/AMqaAP6fqK/mB/4eWf8ABZL/AKFz9oD/AMMTa/8Aypo/4eWf8Fkv+hc/aA/8MTa//KmgD+n6iv5gf+Hln/BZL/oXP2gP/DE2v/ypo/4eWf8ABZL/AKFz9oD/AMMTa/8AypoA/p+or+YH/h5Z/wAFkv8AoXP2gP8AwxNr/wDKmj/h5Z/wWS/6Fz9oD/wxNr/8qaAP6fqK/lx8Wf8ABVj/AIK/eAvCup67run/ABw0XRNFtJb/AFDUL/4I2VtaWFvEheWaWV9KCRxoiszOxAUAkkAV+iH/AAalf8FR/jt/wUo/4X1/wuvx1/wmn/CF/wDCPf2N/wASXT9O+x/av7U8/wD49IIt+77PD9/djZxjLZAP1+ooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKK+IP+Czf/BZvQv+CYXgTSfDHhjSv+FiftCfETZaeB/A9pHJdTXEssnkRXl1FD+9+z+d8kcSYlupVMURULNNAAfQH7Yv7fnwb/4J/wDgSHxH8YviF4f8D6febvscV3I01/qe2SGOT7LZwq9zc+W08Jk8mN/LVwz7Vyw/NDRv+CyH7Wv/AAWm1HVtF/YZ+Gmn/C/4faTdrYan8VviK9u0lpceRFdLDFaqLiFJMxywOkceoHy7y2kYWm9WroP2Gv8Ag368Z/tG/GWX4/8A/BQrXdP+NPxSubTTotC8Ki4B0bw3DAIpxHdRWyQ2s0iy+ZG1pCr2TFrmRzdtc7o/1e8J+E9L8BeFdM0LQtM0/RdE0W0isNP0+wt0trSwt4kCRQxRIAkcaIqqqKAFAAAAFAH5A/B7/g0st/i94q0bxn+11+0N8UPj14rsLTTUFimpTpaWyRPJNdabJe3bz3dzZtLIyo0P2KRQ0rgK8o8v7/8AgD/wR/8A2XP2YdO8PQ+DPgL8MLG88KXYv9J1a80KHVNZs7hZzcJMNQuhLdmSOU5R2lJjCoEKqigfR9FABRRRQAVz/wAUvhP4W+OPgS/8LeNvDXh/xh4Z1Ty/tmka3p0OoWF35ciyx+ZBMrRvtkRHG4HDIpHIBroKKAPhD9rz/g2w/Y//AGvtOnaf4Waf8ONba0hsrfV/ABXw/JZpHOZiy2kamwkkcM8bSTW0khjYAMCkZT5Q0L/gh1+2t/wS31i31b9kX9pv/hOPBOg/2hPb/DPx80sNg1n9qS8i02CItLZvcXLCSOW6QaawZ3ZZIhPIY/2eooA/LH9k/wD4OefBtn8Zbv4K/ta+DtQ/Zt+NHh27i0nU5Lwm68NXV0RaosguFy9pHO80kyNL5lqtsiSG+kDqT+n3hPxZpfj3wrpmu6Fqen61omtWkV/p+oWFwlzaX9vKgeKaKVCUkjdGVldSQwIIJBrzD9sX9gP4N/8ABQDwJD4c+MXw98P+OdPtN32OW7jaG/0zdJDJJ9lvIWS5tvMaCESeTInmKgV9y5U/khc6N+0v/wAGr3iqy1FdW1D46/sGv4gnt5dMRI5df8Dw3rwsk8jGNBBIJy6oEk+xXEhl3pZz3sTKAfudRXH/AAB+P3g39qX4NeHviF8PvEOn+KvBviq0F5pmp2bEx3CZKspVgHjkR1ZHjcLJHIjo6q6so7CgAooooAKKKKACiiigAr8Af+D5z/m1z/ua/wD3C1+/1fgD/wAHzn/Nrn/c1/8AuFoA/X//AIJO/wDKLL9mn/slXhf/ANNFrXv9eAf8Enf+UWX7NP8A2Srwv/6aLWvf6ACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooA8A/4Kxf8osv2lv+yVeKP/TRdV+QH/BjH/zdH/3Kn/uar9f/APgrF/yiy/aW/wCyVeKP/TRdV+QH/BjH/wA3R/8Acqf+5qgD9/qKKKACiiigAooooAKKKKACis/xZ4s0vwF4V1PXdd1PT9F0TRbSW/1DUL+4S2tLC3iQvLNLK5CRxoiszOxAUAkkAV+QPjz/AIOIPi5/wUj+Mtz8IP2BvhRqGtSyXY0zU/ir4tsJU0bw2kovUW+8hVZLePZClzBLekySmKSH7BJIVQgH6vfGv9oXwD+zX4Vt9d+I3jjwf4A0S7u1sINQ8SazbaVaTXDI7rCss7ojSFI5GCA5IjY4wpx+cP7UH/B31+yX8GPCqzeA77xh8Ytbu7S6e2tNH0S40q0triNFMEd3PqCQPHHM7Y8yCK4KCOQlM7FfP+Fv/BrpoXx38d2HxN/bL+L/AMQP2ivibceZJf2C6nJpnhu1imjaQ6fAEAuhbwXc9zLEbeSziwYx9mjUOj/of+y/+xT8I/2K/CraN8KPhz4P8A2k1pa2V3Jo+mRQXeppaoyQNd3AHnXciB5D5k7vITJIxYs7EgH5gW3/AAV5/wCCmP7Uviq9m+DX7C+n+BdE0W0gS+tPiU11bXdxcSPMfMt57yfSUlj2IoMcUUhjIy7gSxqND/hmn/gsl8Rv+Kh/4aF+AHgL+3v+Jj/wjH9m2s3/AAjnnfvPsG/+xrnf5G7yt32mfOzPnS/fb9fqKAPyR8S/8EGP2zfjZqMXinxn/wAFI/ihofivVrS2fVdP8K6ReWGjWdwsEaPHbRWupWkJjBXHmLbQmU5kdFd2rP8A+IcT9qf/AKSc/tAf9+dX/wDl5X6/UUAfkjc/8Eo/+Ckv7MXhWy0b4L/t4af48tL+7nvNUk+JWhb7uzcpCka29xdRatM8bBHJj3wxxldyqzSuRn/8bkv2Sf8AogH7UP8AwkH/AF66f/wjPk/+Cbf9o83/AKeMfZv+WWf3v6/UUAfkD/xES/tH/sXf6L+1t+xP8QPDWk+Gv+Rr8d+CWe80G28/mz+zq4ks23NNawPnVTiRpOjj7OPp/wDZo/4ONv2Nv2oPslvp3xq8P+EtXm0pNVurDxlHL4d/s/Plh7Z7q6VLOS4RpQpjgnl3bHZC6KXH2/XyB+2Z/wAEG/2VP26P7RvfGHwk8P6X4n1H7fM3iTwwp0PVTeXmDLfTPbbY7y4EgEiteJOocuSpEkgcA+v6K/IH/h03+2T/AMEfP9O/Yq+L3/C3/hlbf80i+Js0T+Ru+X/Q7jdBAubi7vLyTyZNOz5USv8Aa24Pt/8AwTP/AODjv4R/t3/EK++GvjjSNQ+AHxo0q7/s648J+L72KKO9vTevaCxs7mQQvNeK/kq9tLBDN5kzLGkwikdQD9D6KKKACiiigDgP2qv2l/C37G/7OPjT4peNrv7J4Z8DaVNqt5tlhjmuti/u7aDznjja4mkKQxRs6+ZLLGgOWFfmB/wbw/sZ+O/2oPjt40/4KB/tC6d9m+JvxX323g3Sn0W3tLPT9Ha3too9TtlYvPHvt4haW7MUka1SWR3uVvFkGh/wdp+LNV+Knwa/Z5/Zn8ManqGkeK/2iPiVaWFvO9w9vo09vbmO3MN+0ZaRo/tmpadOqCKUZtWfAeOMN9Y/8FQ9Lg/Y+/4I3eO9I+HWoat4E034eeE7HSNBuNM1a5trvRrO3ktreJY7vzPPUpCoXzDJvIySxJJqKk+WLl2RcI80lHufXtFfmh8Qvin8J9E134by/ssftA+I/iT8Wrnxno1s/hvTvjRqvxBttS0mW5VNU+3WN3f3sVvax2bTym7KRtDJHFtlDMEf3P4lf8FOfEPhXRviV490D4XWvib4JfB/UrnTPE3iRfFK2+tXD2TbdSm07TPszx3MNo24MZry2eQwTiNH2xmXTS29tWtdNFy3lfbl9+K5nazuntd5xbdrK97Wtq7vmtG2/N7rdlfSz7pfXlFfDXws/bg1LwP+3z8S9H1J9T8ReBPGnxI0PwtpWoTarIbXwu114Qtb+1EVuysoiurhHQhWjxNcISGLmvEf+CiP7dfjnxz8Rfgv45+Hmr+KfC3hzwX4q8bX9zYaXq0/2bx7pvhxYTdLcQIqLJHKLe+SJG8wA+XIG+YqJvrHm0TSbb+yrRcr+cVNNx3a1SsU+nLq5W5ba3b5uW3k3Fq+116H6p0V+dv/AAVF/aU8Wal+2H+zn4e8BeL9e0Pw1oXi7w1qniptG1KS1i1pNY1H7LY2c5jIE1u8FtqMjxMSrHyGIIxn1b4lf8FOfEPhXRviV490D4XWvib4JfB/UrnTPE3iRfFK2+tXD2TbdSm07TPszx3MNo24MZry2eQwTiNH2xmVwfNByelpSi09LcvJdu+yvNK7stns0S376hHW6i1bW/PzOKXdtRb0v23TPryivjb4qf8ABUnxN4S1L4/6j4d+GGjeIPA/7PejjV9V1q78XSWE+trLoUWrW8dnbLYTBmJkEchlljEaski+aWaJOj+Ev7ffjXV/iF8OtK+Jnwpsvhvovxls7iXwbf2/i1NYuvtUdu12thqNuLaFbW5ktEllUQTXUeYZEMgbZvmpJxi5W2SdttGpNXvs3yuyerelrtDlZRUm9Hs1rdLlu9Oi5k2+id3s7fU1FfnT/wAE0P8AgoN8TtN/Zi/Zmg+Jvge5vPDnxYjHhrTfGdz4wk1PX73UktLi5Se+s3tgI4J1tLjZKLyaXAiLxIXYJ3Pwg/4KS32ufB79m/QvAHgXTrjxh8bvDN5ruj6d44+It3BaQW1kkRngOrS2l5eX97ieNljFuzNGk8juix/NrKNpygtbO2nezdmt0+VXa6LV20vcoOLafRX8rXavfqrpq66o+3az/FnhPS/HvhXU9C13TNP1rRNatJbDUNPv7dLm0v7eVCksMsTgpJG6MysjAhgSCCDXyx43/wCCgfxY8K/Fb4VfDZPgJaR/En4l6frl5JZ6j46hh0jR/wCy5bVWna8gtZ5JLSdLgtHILdZwfKV7aMu5i47wV/wV58Z6z8O7bx3rvwVsfDvgLSPHifDbxVet40+1ajp2qnU10x7ixtUsdl7YJcyRKZZJ7acjzSLfCL5kw99xUftbf+BKH3czUb7XZM/di5PZf5OX32TaW7Sdj45/4Jf23ib/AIIEf8FadY/ZB8V3uoXP7O/x1u5tc+FvifWbK0t2utZNvbAwPdrKitIUjFjJFtMklwmnyRQW6XZ3/tdX5Q/8HeH7N974t/4J9+F/jf4avP7D8b/s9+K7PV7PWodSurO/sLO9nhtZBZ+T8v2j7d/ZcwdtrRrauUkUkpJ9X/tR/wDBZL4R/sg/8E9PAv7SXjC28YL4O+JFppFxoGlWenRT6zePqVr9shgKeaLeORLZZZHLziMCB1V3cxq6EfV9FfgD+1H/AMHvP/Id074K/A//AJ9/7G1/xtq3/XJp/tGl2g/67Rpsv/8AnnIf4oa/OD9pf/g42/bJ/ag+12+o/GrxB4S0mbVX1W1sPBscXh3+z8+YEtkurVUvJLdFlKiOeeXdsRnLuocAH9dvxH/aF8A/BzxV4Y0Lxf448H+Fdb8bXf2Dw7p+sazbWN3r9xviTybSKV1e4k3zQrsjDHMsYxlhnsK/gj+E/wAUte+B3xT8M+NvC1//AGX4n8H6ra63pF55Mc/2S8tpkmgl8uRWjfbIittdWU4wQRkV9v8A/EUb+3Z/0XP/AMszw9/8g0Af1+0V/IF/xFG/t2f9Fz/8szw9/wDINe3/APBND/g5V/bG+Kn/AAUL+CfhDxn8T9P8XeFPGnjXSvDeq6XeeFdJto57e+uo7R3ElrbwzJJGJvMQrIB5kab1dNyMAf1HV+AP/B85/wA2uf8Ac1/+4Wv3+r8Af+D5z/m1z/ua/wD3C0Afr/8A8Enf+UWX7NP/AGSrwv8A+mi1r3+vAP8Agk7/AMosv2af+yVeF/8A00Wte/0AFFFFAHwN/wAHDfxf1f4M/ssfDa/07x34x+HVhqPxK0vT9c1jwzqdxp9/Fpr214bgB4MuwCrv27WBZFO1iAK+Y/2eP2ofCFr/AMFAfgZoX7O37V3x0+NQ8T6vc2Xi/RviLrV3PpyaasPmF4heW1uPtHyOUEYdyVxlQSH+6/8AgrX+xp8QP20fg54C074a3/g+w8TeB/HWn+L428TT3MVhKtpFcARn7PFI5Jklj4AXKhvmBxnyzxb+xR+1V+2P8XvhZcfHfW/2e9D8I/DHxVa+MYJPAFtqsusXV1bEmO333o2RwuT8zKc/Kp2tgY4KUJrE8z29pF/9u2hfW9mtJXja71V7tW/VMpzHLoZJCjWnFPkrKSbjvJS5G4ezcpO7Ti1UjZ2fQd+1v/wW71T9kD4w3Vp4j+B+tWPw1sde/sI+J9X8TWmkanqnlvElzdado0yfab+2jMqkTQny3HO5ecSftbf8Ftr/AOAv7WviD4U+C/hC3xIv/CUNgdTz4ystG1W7nu4/OWDTdNlRrjUnELIcW4Lbm2lVG12+fvjl/wAEEPjT8R734r2dvqf7PmsxeMPFj+LtN8WeINMv7jxdcs1zE40+a5KOlparF5mfIEhcxqpCrKxj9L/4Kc/8Ef8A4s/tqfGTWNU0tvgJ4k8P67YW8VpN4t06707XvB86QvEwtL3TI45L2IFzKqX7yxh9o8rCktjCeL9hCTT5m9Vps4p2bt0lzLZdLyStfqpYLhFV6UZyg48k1J81S3MnT5ZW5k7uLndc8Y6aR5lyP1TxP+2Zo/w8/wCClHiC81+b4l6ToOhfAdvHN/Y3etsuk2kCXoZ92jGDK6iq5UzefnGY/L/irX/ZI/4KZfET9orx54VPiL9mzx34I+HXxDsLjU/C3jCLUotagngjQSxPfwW8edPE0JBTzXbc7BV3jLjkLX/gkBrN/wDGe6Gt+LLTV/A17+z+vwcnv5HkOty3YmUm98pkMQQINwzMzBgAQR81bn7Gf7LX7Wfwgv8AwL4M8Z/FL4XWHwk+GenNpVmPCmjSy674qt4ohBZpem8jaK28tFRybfJJUoS+7zF7bzUuVXt71tFbWpV1eqatH2bjqr3d7s8LFwyWeDbpyhKooRV5OomrU18CjdOTndSUk0lb4VeS5P8AY8/4Lk6j+2J8ftG8P6J8Fr6TwP4g1G5s7fxBpfi2y1jU9MhSR44bvU9IgT7Rp0EjKoMk7BF3rtaQEE/Sv7eP7a+mfsM/B2y8Q3Og6t4u8Q+I9Wg8O+GPDum4W513VLgN5FsHIIjU7GLSENtA4V2Ko3wp4M/4IX/Fe6/bM8GeOPFGq/A+0svBvilNdfxn4V0y90XxX4gghnlmjgubC2EWlI8pcLLLHH5uFBMkmCG+zf8AgpR+xVq/7Zvwl8NL4S8QWfhf4g/DjxJaeMfCl/fW/n2P9oWu7y4rlQC3kvu+YqCVIVtrgFGzhKr9Wi535uZX2vy3jd7JXtzWVt1s1a7zfD8OrOKKwsoqg0+ZJzcVL3uVOTbk0/d5muVpXfLF6LxjWv8Agq18SJPCPxX8D698ENS+G3x98LeDpvFuheHJvFNhqVrqum5ET3sN+qeQXgbzHaBkO4RYBJLBJv8Ag37h+IXiD9iweMfiLqfxK1fUvGNxHeWN54s8ar4jS+tViAFxaJtDWUTOzgwSM75j3FsFQJPAH/BPX4zfFn4uePPiz8dfEfw2uPiLqXgK98AeFtJ8HR3seg6Xb3CuzXUslyDOZmkkZSApCpk5YlVT6G/4J/8A7PutfsqfsY/Dn4deIrrTL3W/CGjx6feT6dJJJayyKWJMbSIjFeerKp9qrDRqKpKdTdxivL46jv68qhfprtoksc7xmW0sung8DGHNKcHJxcna0FdRcndwUr2vd3b1asz2Giiiuo+DCiiigDwD/grF/wAosv2lv+yVeKP/AE0XVfkB/wAGMf8AzdH/ANyp/wC5qv1//wCCsX/KLL9pb/slXij/ANNF1X5Af8GMf/N0f/cqf+5qgD9/qK/ND/g45/4LaeP/APgj14V+E0Pw68KeD/EGt/Ei71R57vxILme0srexS1DRrBBLC7SSPexkSGUBBAw2OZA0f5Yf8Rq37U//AEIPwA/8Eer/APyzoA/p+or+YH/iNW/an/6EH4Af+CPV/wD5Z1+eH7If/BSj49fsF6jBN8I/ir4w8GWkN3NftpNveGfRrm4lgFu802nzB7SeQxBAHliYqY4yCGjQqAf3G0V/OD+xn/wer/EfwT/Z2k/HX4ZeH/Henx/YLSXXvDE7aPqqRJlLy8mtpPMtrq4kXbIsURsog6uuVV18r9P/ANhb/g5i/ZU/bx8d6L4Q0nxP4g8CeN/EuqnSNH0HxhpRs5tTlMavGUuYHns181iYo0kuElklXYsZLxbwD7/rn/ix8UtC+B3ws8TeNvFN/wD2X4Z8H6Vda3q955Mk/wBks7aF5p5fLjVpH2xozbUVmOMAE4FdBX5A/wDBxN8Rde/bR/bh/Zp/YL8PJ4gt9J+KWq2njDx/caddx2M1zocNxODHDLJL5Unkw2epXbwzwSAy2tg0e91MZAPP/hb8LfiP/wAHVH7R1h8SviVY+IPh3+wx8O9Vkbwl4SaZrW/+Id5EzRPcTvG3+/HLPGxW3VpLW1dpmu7tf2O+APwB8G/stfBrw98Pfh94e0/wr4N8K2gstM0yzUiO3TJZmLMS8kjuzO8jlpJJHd3ZnZmOh8J/hboXwO+FnhnwT4Wsf7L8M+D9KtdE0iz86Sf7JZ20KQwReZIzSPtjRV3OzMcZJJya6CgAoorkvgv8dPC37Q3hG517wfqv9saVZ6pfaLNP9mmt9l3ZXMlrcxbZUVjsmikTcBtbblSykEvfb+v6ugeiu/T56u33J/czraK5fxB8Z/DXhX4seGvA1/qXkeKfF9nfX+kWX2eV/tcFl5H2l/MVTGmz7TDw7KW3/KGw2OopX0v/AFvb81b1GwoorjvF/wAffCvw90zxBfeINQutC0/wzd2tjeXmo6dc2lrJNcmJYEt5ZIwl0XeeKMG3MgEreWcSAqC+tgOxooooEFFFFABXyB/wVc/4Io/Bv/grR4El/wCEy0z+xPiPpulS6b4b8bWAYX+jZkEqLLEHWO8txIGzDNnas9x5TwSSmUfX9FAH5Q/8Eo/+CrnxH/Zo/aOi/Yq/bVl/sr4waV5Vr4E8d3Vw0lh8RbNmKWqNdOF824k2lYbhgGuWVoJhHfRstx+r1fnh/wAHJ37Alv8AtV/sGal8U9C1TUPDXxY/ZstLvx34Q1201aewaxS3EN1fx5iVj5jQWayQsoSRLi3t8SxxmXd9If8ABLH9tb/h4l/wT7+F3xjlsP7L1DxhpR/tS1WDyIYtRtp5LO98hDLKRbm6t5jFvkZzEYy2G3AAHv8ARRRQB+QP/B0D/wAWk/an/YF+NfiH/iX/AAy+F/xVX/hJ9Z/1v9mebeaVep+4TdPLm30y+f8AdRvjyNpwzorfol/wUZ/Zu139rz9ijx/8N/DV3pVlrniuyjtrSfU5ZIrSNluIpCZGjR3A2oeiHnH1ryz/AILo/wDBOj/h5z/wTj8Z+ANOt/tHjfRtvifwb+82btYtEk8uD5poYv8ASYZLi03zMY4vtfmlSY1xx/8Awbwf8FN9L/4KS/8ABPTw4891qB+IXwttLPwl4ui1TVk1DUdQuIbWNY9Wdy3nNHehXffMqkzR3UYMvkmV01dWGnZ3R92WsZhto0JyUUKcdOBXxD8Qf2A/i/a/DH4yfBbwVffDq2+E3xq1XVNRm8SahqN8niHwrFrEjPqlvHYJbvBfEtJOYJWvLYJ56h45BD+9+4aKTjFycpK90010abTafk3Feeltm0yEnCKjF25Wmn1TSaT9Um99Ndr2Pzt/bU/ZXl+A/wACP2iLj/hKfDeka58SvEHhnUPhJA9yJdRuNe0fTtNj061EUqKJbmS803IjhMhaIsxx8wHr+lf8E5rzw14x/Zeis7vSL7wt8E9A1rR/ECX0khvNZe/02O1aVFCMsjSTCWSUu6f6wkbicV9Z0VUvejKM9b2vfraPL97T959bRv8AChbcnLpyqyt6p/hZW7Xlr7x+e/wn/wCCTfxL8HfAzwtoeveK/COueJvD3xa8O+Jvtwe4jjHhnQlhtbC0DGEu92LSBXYP8hmml/ebcMen+IP7Afxftfhj8ZPgt4Kvvh1bfCb41arqmozeJNQ1G+TxD4Vi1iRn1S3jsEt3gviWknMErXlsE89Q8cgh/e/cNFKys1LW97315rqmnzd+b2UG3u2nd+87u7UlKOjVrW05WnNq3p7SSS2Sa00R8C/tifss6n+zr+xJ+3brst1p82heO/CEl1ocUM0kl1b29l4Wt9OZbgMiqHMlsxGwuCpUkgkqOt+Cf7Ovxi/aK8WfAjxX8W5Ph1p/h/4Qae2s6SfDWoXd3eeK9UuNOayjvLmKa2hTT447eedjbRy3W6SYDzQsQ3/ZtFEry5/aO/Mor05VJX9XzJ+sU9XaynZ04U4qyjzL1UuRW9LQs+6dtNb/ABt8M/8Agnj418Gfsr/smeB7rVPC8mrfAfxFZ6vr8sVzOba8ih0zUbRltWMIZ3Ml5EQJFjG1XOQQAaPhb9hT4hfD/wDYR+DXwj1T4f8A7O3xt0/wVo8dj4h8O+OJLmLTpryNf3N7Z3bWN4v7vMiGOSwDMJdwmj2FJPteinJ3c3/PLmfra35fc9VZ2ZpKo2030XL8ryf5yfqtHofEH7IH/BMrxp+zp8W/glrt9rHhptE+HOj+MLOfR7O9u54tCTWL20ubPTNPeaPdNZ2ccDQCSUwsVSMrEgOxG6r/AME0fHd9+xH4s+Gq6t4SGu698Y5PiFbzm6uPsiae3imPWBE7eRvFx9nQrtCFPMwN+356+4aKafLKMl9lWXpzxqer96K1erW7d7kN3i4vq7/PllH0WknotF0SsfnB/wAHYHxS0L4f/wDBEr4j6Tq9/wDZNQ8c6romiaJF5Mkn228TU7e/aLKqQmLWxupNzlV/dbc7mVW+oP2R/wBlWz/4dlfB34QfF7wX4f1z+w/h/wCHdE8SeG9btbXV7D7ZZWVqHikQ+ZBN5VxCCGG5d0aspOAa/OD/AIKjz6F/wXB/4LV/Bn9k7w5q/wDb3wy+Bf23xl8XHsNXkNhLLHLDE+mywpJBuuIsRWZnt5ZZbdtbuBtRradT+z1IR+eH7Xn/AAa4/sf/ALWmoz6nB4G1D4Va3d3cNxcX3gC9XSo5UjgMIgWykjmsIY2Gx2MNskjSRhi+Xk3/AJ4ftL/8GQ3irTvtd58Hfjh4f1n7Rqr/AGXSfGWkzaZ9h04+YU331qbj7RcJ+5Q4tIUky7jy8CM/0PUUAfx5ad/wbgfta+Gvj78MvCHjz4ReMPDOifELxBa6Pc+ItHtrfxTaeHbd7mCGe9u/7PnkSCOJJ/M/fyQhxHJhsI5X9D/+IGP/AKuj/wDMb/8A30r9/qKAPwB/4gY/+ro//Mb/AP30r1D9in/gzf0v9lT9rj4cfE7Wf2gtQ8V2nw88QWniSPSbPwYmlSX1xaSie3Q3D3twEj8+OIuBES8YdVaNmEi/tdRQAV+AP/B85/za5/3Nf/uFr9/q/AH/AIPnP+bXP+5r/wDcLQB+v/8AwSd/5RZfs0/9kq8L/wDpota9/rwD/gk7/wAosv2af+yVeF//AE0Wte/0AFFFFABRRRQB5H+2x+2R4a/Ya+B0/jTxHa6pq0k95BpWkaNpcQm1DXdQnJENpAhI3O2GPqFRiASAD4f8Lf8AgqX430T41eDPBvx8+AGvfA1fiVcrp/hXWD4ltPEGnXt8ylhaXMkCJ9lmf5VjRgzOxI2qFJqD/gtd8PvFNz8NPhL8SvDHhi/8aj4KfEPTvGOraLYQ+deXVhCJBM8KdWdCVOADgZY8Ia8S/aW/bg8E/wDBYD4nfAr4a/ANtZ8YvoHj3S/G/irWzo93Y2vhKxst7ESSTxJiaTeypt3KxQruywrjpVZOvyt3fPGPL/cajeffS8tb8q5NVufoGVZLhq2XQrSo80ZRqOpVvL91KN+SOjUFe0XaabnzWjZo9z+KX/BUvxzrXxy8Z+CvgJ8ANc+OafDWc2HinWR4ntPD+n2V8AC1pbvOj/aZU5EirhkYY2sCCcb4s/8ABbjSdF/Y78H/ABS8B/DvVvF2s+KPHUXw8ufCOrammg6jomrMkxa3uGaOZUkVokG1to2zKxK4K15B+y7+234K/wCCPnxM+Onw1+Py6t4JPiDx9qnjXwrraaLdXdn4ssbwoVET28cg82MIgbcQqlwpIKmvnH9oH4P+J/Fv7F2i+M/E2l+I/hyv7QP7U9p4n0mwVzZ6to1hdQ3MUNxyP3NycNIGwc4RxkECuelXqTpw5ZXclBt6LllKcIuG1lpKas05e5e+59Dh+Gcu+sKFfD8tJSXJNynavH2cpOWkrOzSl+75VG/JLVo/Qv4N/wDBTzx+v7VXg/4UfHH4Baj8FdT+I1vdP4Wvk8XWfiO11Oe2QSSwO1tGohIQggksSWUFQGDVx/x9/wCC2msfCnx/8SZ/DnwK8Q+NfhZ8F9Zg0Txz4uh8R2dncaXO0qpMbfTnUy3KoHUht6Bju3GNRvr1D9nX/gkp4K+A/wAedN+JeseP/jJ8XfGGgWstpol58QvFB1r+wllBWVrYCKPazqxU7twA5AB5r86P2/8A4mfDTwR+0f8AGDxZaXPxU/Zf/a00rUHtfDtj4ZnvdR0/4qwCWA2t1IiWyxGO6MG0xb1QuA8guHDpV169Skocz195tWvezXKracztuouMndOPwyvxZJlmTZlmEoYahzwUYJ29ooqTl70kueVWMeWy537RQldyg4uKX7YeFfE9l418L6brOmTi603V7WK9tJgCBNDIgdGAPIyrA8+tX64n9mrW/FviX9nfwLqPj2yTTfG9/oFjca/aqgQW981ujTptHCkSFhtGQDxk4zXbV6taPLUlFdG/P8dPyPy2ceWTje9gooorMkKKKKAPAP8AgrF/yiy/aW/7JV4o/wDTRdV+QH/BjH/zdH/3Kn/uar9f/wDgrF/yiy/aW/7JV4o/9NF1X5Af8GMf/N0f/cqf+5qgD7P/AODjn/giX4//AOCwvhX4TTfDrxZ4P0DW/hvd6ok9p4kNzBaXtvfJalpFngimdZI3sowIzEQ4nY70MYWT8sP+IKn9qf8A6H74Af8Ag81f/wCVlf0/UUAfzA/8QVP7U/8A0P3wA/8AB5q//wArK/PD9kP/AIJr/Hr9vTUYIfhH8KvGHjS0mu5rBtWt7M2+jW1xFALh4ZtQmKWkEgiKEJLKpYyRgAtIgb+42igD+aH9mj/gyo+OPxA+yXfxS+J3gD4b6fe6Ul39n0qC48R6rZXjeWfsdxF/o1sNitKHlhupl3xgIJFbzF/V/wDYW/4Nnf2VP2DvHei+L9J8M+IPHnjfw1qp1fR9e8YaqbybTJRGqRhLaBILNvKYGWN5Ld5Y5W3rICkWz7/ooAK/HH9lDwnpfiP/AIPNv2m7zUdM0+/vNA+Gtnf6ZPcW6SyadcNp3hq3aaFmBMchgnniLrgmOaRc7XYH9jq/GH/gur4K/wCHcn/BZL9lr9t+3h8P6f4Ju9Vg8CePruTSt32LzYrmB9QlFvILm7uH0m4vFjKxP5X9kQKxkDxw0Afs9RWf4T8WaX498K6Zruhanp+taJrVpFf6fqFhcJc2l/byoHimilQlJI3RlZXUkMCCCQa0KACvyP8A2OfDOqfFn4n/AAf8BN418feGfCGveMPjNf67p/hnxFeaG2t/ZfEsJt0kntZI5k2PKWDxOkgG9N2ySRX/AFwryr4b/sSfDD4R+KtD1vw94Z/s/VPDdxrl1p039o3c32eXWrpLvU22vKyt508aPhgRHjEexSRRCyqqctVaS+bWn4lOT5ElupJ/+SzX3+8rf5n52/BzwPrH7SX7VvwL8F+L/H3xEvLLwRrnxc8Npqdn4jvNP1zU9N03VtNt7S2n1OCRL0lVWHfMkyzS+SA8jB5A9bwz+0F8UvFPjP4dfBK6b44fEfwrpviv4i296/hHxVBpHinXrPQdXistOtZ9XutQsZvLijuQ8rx3f2mYxRb96mUt+kHgn9jH4a/Dr4h2HivRvDf2PX9Mvtc1G2uv7QupPLn1q4iuNTfY8pQ+dLDG2CpEe3EYQEg5Hin/AIJ8/CXxd4TOj3Hhq9tIk8TX3jG3vdM17UdN1TT9WvZZJLu6tr+3njurZpWmlDLDKiFJGTbsO2po80Y0lU15YWl/em2nzedved3q3popNrStOMozUFb324+UH7T3fK/NFPokrq7jE+LddtvjdBoXwz8AeM5/jP8ADfwjr/x4t9G0CbVvGlvL4s1PwxNoGoXE2n3l/pl9cO4S6jmjjme5Nz5awOX86MS1zv7bvgxvGXwx/ad8Har4k+IV94f+HvxT+Gun6BBL401cy2MEsfh1JEM32nzZdxnllJldyZ2E+fOVZB97+Bf+Cf8A8JPhxpehW2l+FpfN8PeKG8a29/eaxfX2pXWstDNbm+u7yeZ7i9l8m4kjBupJQE2KABGgW78RP2H/AIX/ABX0P4i6br3hlry1+LF5Zah4o2aneW8l/c2cdvFazJJHKr27xLa2+1oDGQ0Qb72WNJtb62aevXl9ja71u705tvXWd95SSmMkqilslG33zqSdlokuWUVby5dkmfAn/BSL4leJtA8JftCX3w5vvjtrt/8AAfRobfS/ENp49n8OeF/AE9npMV+8V6TqD3XiC9cPHKxurG5jkNxDA8kQ86avXtU8Ga3+2D+3xP4f8QfEX4oaF4aj+BugeIf7J8K+LdQ8PQNq11f6nGb7dZTRSh0RMbA4jk+TzFk8qPZ7h45/4JZfA/4malq1x4h8L61rUPiKzt7PXLC88W6zNpniMQQLbwz6jZtd/Z766SNI9tzcxyThoon8zfGjL6B8Lv2U/Anwa8SWms+H9Iu7fVbLwvZeDYru61a8vpjpVnJLJbW7NPK5co88p81syNuwzsAAM5Qbi03d629XTqxb8rzlCXV+7dylJJtSnaPuKztb5KdKSXnaMZx7a2UUpSPgr9g34ieL/wDgov4j+F3hj4nePvHcel6N8EdF8YXEXhvxLqHha88S6rfXt5ay3tzc6bLbzOkUdmgESyCLfcOzIx2bNz403Xjmf9tq1+B11Z/tN/FbwT8MvhrpmqRS+DfHFh4Z1vWr68u7y3+36lfjUtIkuPKis1jRIWdGd5HmUvsNfU+o/wDBNX4O3ngvwRoVp4f13w/B8OdOfR/D174e8W6xoeq6fYvtL2n2+zuoruSBmVGaKSVkLIrEFlBE3iL/AIJyfB/XvDng/TLfw1qXhlfAVlLpuh3vhXxHqnhrUrK1lYNNAb3T7iC5ljlkUSSJJIwkkAkYM/zVvVkpyvb7Um/PmdTlb84qUUt7cqs1yxsnypy5FZNRS/u8vJdLylyyb1Xxap3d1/4J4S/FVf2XdKs/jHpetab4w0u/v7GJtZvLC61S+02O6kWwuLx7GWW2+1Pa+T5vlOQZA7cbsD2+uT+B/wAC/CX7N3wy0zwb4I0O08P+HNIUrb2sBZyzMxaSWWRy0k00jlnklkZpJHZndmZiT1lOpPmlf+n3fq9307JLQzirK3m/lrt6LZeXfcz/ABZ4T0vx74V1PQtd0zT9a0TWrSWw1DT7+3S5tL+3lQpLDLE4KSRujMrIwIYEggg1+SP/AAZU/wDKLLx9/wBlV1H/ANNGj19P/wDBwN/wUe0L/gnb/wAE4/HNz/wkH9m/Ef4gaVd+G/BNnZ6nJYarLeToIZb+2kiVpI/sMc32kyfIodIY/MjkniJ7D/giP+wdc/8ABOP/AIJo/Db4bazZafa+MltJNa8VNb2kEMjapeSGeWKZ4XkS4ktkaKzE4dhJHZxldqbUXMo+r6KKKACvxx/4Kh/sefFD/gkX+3nrf7f/AOzjoWn+L/Des2jw/GDwELKKBjYMYHu7+2eKPekcj20VzPMqtNDcK1xJ9ot5LmOL9jqKAPAP+Cev/BTr4N/8FQPhZdeKfhH4o/tf+yPs8et6ReW7Wmq+H55oRKsNzA3/AANBLEZIJHhmEcsnlsR7/X5Q/ti/8G2V54I+NkPxn/Yc+Iv/AAzT8TYtzX+ixT3UfhvX2fUIboq+wyfZrcbWLWYt57OUQW0YghVXds/4A/8ABxD4z/Ym1Hw98LP+Cgvwo8YfB/xktoLeH4h2dgNS8O+KXigM005WyV0WQJJZRuLA3UYuLl9yWaL5agH63UV5h+y/+2t8I/21PCraz8KPiP4P8fWkNpa3l3Ho+pxT3emJdIzwLd24PnWkjhJB5c6JIDHIpUMjAen0AFFFFABRRRQAUUV8oft4/wDBbj9mj/gnHqN7o3xJ+JOnjxlaWk9wvhXRYZNV1lnjgjnSCWKEFLSSdJojEbx4I5BJuD7FdlAPq+vzQ/4K6/8ABce5+FfirTv2df2UU0/4tftS+PrubRbS30eSDUbTwO6PJFPLdkkwi8iMUx8iYiO3EMk91siRY7jxD/hrn9tb/g4U8OfZ/wBn3SP+GV/2bL7VfKb4lajqkqeKtcitL7bKLL7M6yJujeNjFABEZrG4t21Iq0kR+3/+CUf/AARR+Df/AASX8CRf8Ibpn9ufEfUtKi03xJ42vwxv9ZxIZXWKIu0dnbmQriGHG5YLfzXnkiEpAM//AIIcf8EitL/4JB/sjv4Un1HT/EnxC8W3a6x4u1y2tEjjluBEqR2VvIUWZ7O3G/y/OOWkmuJQsXnGJPs+iigAooooAKKKKACiiigAr8Af+D5z/m1z/ua//cLX7/V+AP8AwfOf82uf9zX/AO4WgD9f/wDgk7/yiy/Zp/7JV4X/APTRa17/AF4B/wAEnf8AlFl+zT/2Srwv/wCmi1r3+gAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKAPAP+CsX/KLL9pb/ALJV4o/9NF1X5Af8GMf/ADdH/wByp/7mq/X/AP4Kxf8AKLL9pb/slXij/wBNF1X5Af8ABjH/AM3R/wDcqf8AuaoA/f6iiigAooooAKKKKACuA/aq/Zo8Lftkfs4+NPhb42tPtnhnxzpU2lXm2KGSa13r+7uYPOSSNbiGQJNFIyN5csUbgZUV39FAH4w/sLft0/Ef/ggr+0dov7In7Xetf2r8INVzD8I/i5MrR2EVmrKiWN47s3lW8e6NCruW09mRWaSxkgnh/Y7wn4s0vx74V0zXdC1PT9a0TWrSK/0/ULC4S5tL+3lQPFNFKhKSRujKyupIYEEEg1wH7Xn7F/ww/b0+DU/w/wDi54Q0/wAaeFJruG/W0uJJbeS2uIiSk0M8LpNBIAXQvE6lo5JEJKSOrflh4R/4J9/trf8ABA3WNR1b9nHxD/w1J+z5HmW4+GfiC5lg1vQbNbq6vJTp0QfyvtHk7ozLaDdc3F6WOmymOMqAfs9RX54fsh/8HNX7NH7QeoweFfiDrWofs/8AxStbubS9Z8LeP7aTTo9LvbeAPdI2oMotY40lWaFftTW0zyQlTAjOit9/+E/Fml+PfCuma7oWp6frWia1aRX+n6hYXCXNpf28qB4popUJSSN0ZWV1JDAggkGgDQooooAKKKKACiiigAoorgP2l/2qvhx+xv8ACy78bfFLxp4f8D+GbPev2zVbpYftUqwyTfZ7eP8A1lxcNHDKyQQq8smwhEY8UAd/XiH7eP8AwUV+Ef8AwTc+DV74z+K3izT9FjjtJ7jTNGSeJ9Z8SPEY1aCwtWdXuJN80KsRiOISq8rxxhnH54ftAf8AB0XefH/4pp8Kv2F/hB4g+P8A49uvKb+3tS0y6tdBsYmms0+0NbZiuTbhriSCWe6exit5BG5eWNudD9g7/g3L1X4tfEKy+O/7eHi7UPjx8WNUtILq38JapdPPo3g6X7bJeG2cxy+TdxoXC/ZI0SwjMt1GIrmNo5FAOf8A+CdX7Ifxc/4LWftceE/22P2nodQ8IfDvwhdx6r8Evhnb3UsUdqiSpNb6pMcI7Rl44ZRIVWS+kjjcrHZR28E37HUUUAFFFFABRRRQAVx/xr/Z78A/tKeFbfQviN4H8H+P9EtLtb+DT/EmjW2q2kNwqOizLFOjosgSSRQ4GQJGGcMc9hRQB+WPxr/4NO/glB4qt/GP7PHjv4ofsy/ELSbRbfSdT8N65c39pZuzutxOyzSi9MkttLJARFewxgbTsb94snH/APDBn/BVj9kP/Rfhp+1P4A+NPgnwZ/xMdN03xtZBde8W7f8ASZbC4luLWeVfNmMkCM2qrtjMeJrcACL9fqKAPyB/4ep/8FOv2ZP+J98Y/wBhzw/458M3n+gWth8ONRebVYrxv3iTSC1utVk+ziOOZWJt0Xe8WZVOEkP+Ijv9qf8A6Rj/ALQH/f3V/wD5R1+v1FAH5A/8RHf7U/8A0jH/AGgP+/ur/wDyjo/4XJ/wWS/aA/4pD/hU/wAAPgd/a/8AzO32y1u/7E8v97/qv7R1Hd5vl+R/x5TY87P7vHmp+v1FAH5A/wDDiz9tb9sz9/8AtO/tzeILLT7r/iSav4V+HFvLa6Vr2htzPFIYxY2wuJlmuYmaWwuAEEW4yqBCn0f+yH/wbYfsf/sg6dA0Hws0/wCJGtraTWVxq/j8r4gkvEknEwZrSRRYRyIFSNZIbaOQRqQWJeQv930UAFFFFABRRRQAUUUUAFFFFABRRRQAV+AP/B85/wA2uf8Ac1/+4Wv3+rwD9uf/AIJcfAn/AIKUf8It/wALr8Df8Jp/whf2v+xv+J1qGm/Y/tXkef8A8ek8W/d9nh+/uxs4xlsgH5YfsRf8Hdf7N37Nf7F/wh+HOu+Cfjhd634A8FaN4b1Cew0fS5LSa4s7GG3leJn1FHaMvGxUsikgjKg8D1D/AIjVv2Wf+hB/aA/8Eekf/LOvf/8AiFx/YU/6Ib/5efiH/wCTqP8AiFx/YU/6Ib/5efiH/wCTqAPAP+I1b9ln/oQf2gP/AAR6R/8ALOj/AIjVv2Wf+hB/aA/8Eekf/LOvf/8AiFx/YU/6Ib/5efiH/wCTqP8AiFx/YU/6Ib/5efiH/wCTqAPAP+I1b9ln/oQf2gP/AAR6R/8ALOj/AIjVv2Wf+hB/aA/8Eekf/LOvf/8AiFx/YU/6Ib/5efiH/wCTqP8AiFx/YU/6Ib/5efiH/wCTqAPAP+I1b9ln/oQf2gP/AAR6R/8ALOj/AIjVv2Wf+hB/aA/8Eekf/LOvf/8AiFx/YU/6Ib/5efiH/wCTqP8AiFx/YU/6Ib/5efiH/wCTqAPAP+I1b9ln/oQf2gP/AAR6R/8ALOj/AIjVv2Wf+hB/aA/8Eekf/LOvf/8AiFx/YU/6Ib/5efiH/wCTqP8AiFx/YU/6Ib/5efiH/wCTqAPAP+I1b9ln/oQf2gP/AAR6R/8ALOj/AIjVv2Wf+hB/aA/8Eekf/LOvf/8AiFx/YU/6Ib/5efiH/wCTqP8AiFx/YU/6Ib/5efiH/wCTqAPAP+I1b9ln/oQf2gP/AAR6R/8ALOj/AIjVv2Wf+hB/aA/8Eekf/LOvf/8AiFx/YU/6Ib/5efiH/wCTqP8AiFx/YU/6Ib/5efiH/wCTqAPAP+I1b9ln/oQf2gP/AAR6R/8ALOj/AIjVv2Wf+hB/aA/8Eekf/LOvf/8AiFx/YU/6Ib/5efiH/wCTqP8AiFx/YU/6Ib/5efiH/wCTqAPAP+I1b9ln/oQf2gP/AAR6R/8ALOj/AIjVv2Wf+hB/aA/8Eekf/LOvf/8AiFx/YU/6Ib/5efiH/wCTqP8AiFx/YU/6Ib/5efiH/wCTqAPjD9t3/g7r/Zu/aU/Yv+L3w50LwT8cLTW/H/grWfDenz3+j6XHaQ3F5YzW8Tysmou6xh5FLFUYgA4Ung8f/wAGMf8AzdH/ANyp/wC5qvv/AP4hcf2FP+iG/wDl5+If/k6voD9hj/glx8Cf+Ca//CU/8KU8Df8ACF/8Jp9k/tn/AInWoal9s+y+f5H/AB9zy7Nv2ib7m3O/nOFwAe/0UUUAFFFFABRRRQAUUUUAFFFFAHgH7av/AASy/Z9/4KJf2fL8Y/hf4f8AGGoaX5a2uqbp9P1WKKPzilv9ttXiuTbhriZ/IMhiLvvKbgGH54W3/Bq54z/Y88VXviT9kX9rf4ofCm8FpBeHRdbjF3aeIdUtHmktVvprRreF7PMioY5rK6Ch5yVlWQxV+x1FAH5A/wDCZf8ABZL9lf8A4p7/AIRP4AftKfbP+Jj/AMJP51rYfYd37v7Bs+0aRnZ5Xm7vsz5+0Y85sbIz/iIM/bE+H/8AxIfFP/BNj4wax4n0T/QNXv8AQrjU20q9vIv3c81oY9KuYzbvIrNGUuJ12FcSyjDt+v1FAH5I+LP+Dyr9m7wF4q1PQtd+F37SGi63ot3LYahp9/4b0u2u7C4icpLDLE+pB45EdWVkYAqQQQCKz/8AiNW/ZZ/6EH9oD/wR6R/8s6/X6igD8kbb/g6/0v8AaD8K3s37N37KP7SHxu1vRbuBNYtE0dLa00u3mSYpJJPYf2g6yM8WEjeJA4EpDgx7Wz/+HwP/AAUd/ao/5Ir+wX/wgX9g/wDIZ/4WbfTw/bvO/wBR9j+1vpGdnlTeZs8/G+LPlfL5n6/UUAfkD/wx9/wVY/b3/efEz49+AP2Y/BPiz/kJeHfBMAn17w19n/1X2ea3BlPnzQRyPt1jiO5kB4Btq6D9m/8A4ND/ANn3wlrF54l+N/ij4gftCeN9c+1za1e6vqk+kWF/eT3Rm+3CO2k+2faNvyu017MsjSSuVBZBH+r1FAHP/C34T+Fvgd4EsPC3grw14f8AB/hnS/M+x6RomnQ6fYWnmSNLJ5cEKrGm6R3c7QMs7E8kmugoooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAz/FnizS/AXhXU9d13U9P0XRNFtJb/AFDUL+4S2tLC3iQvLNLK5CRxoiszOxAUAkkAV8If8RRv7Cn/AEXP/wAszxD/APINfQH/AAVi/wCUWX7S3/ZKvFH/AKaLqv4gqAP77PCfizS/HvhXTNd0LU9P1rRNatIr/T9QsLhLm0v7eVA8U0UqEpJG6MrK6khgQQSDWhXgH/BJ3/lFl+zT/wBkq8L/APpota9/oAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooA8A/wCCsX/KLL9pb/slXij/ANNF1X8QVf0/f8HjOifFTw/+w94M8d+APHXxA8PeGdJ1W78MeNdE8P3F5BYaxp2q26os+otBKsZt45LYWwSdGR21QLuUttk/mBoA/t9/4JO/8osv2af+yVeF/wD00Wte/wBfkj/wZ33fxc8V/wDBPTxP4i+IXjbxh4g8HT+II9F8C6RrsEskek2VjaxQyy2N3KxeSzd2W2WBMQwSabME+eSUD9bqACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKAPEP+ClH7Idv+3p+wZ8VfhHNDp815408Pz2+ktf3U9taW2qRgT6fPK8AMgjivYreVgFYMIyCjqSjfw5V/f5X4A/8OLvHf/EVf/wln/CG/ED/AIUl/wAJX/wuD/hMd9v9j+1Y/tD7P9o2eX/yG/8AR/sm37V9l/eY2f6TQB+x/wDwTX/ZDt/2C/2DPhV8I4YdPhvPBfh+C31ZrC6nubS51SQGfUJ4nnAkMct7LcSqCqhRIAERQEX2+iigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKK+IP2l/8Ag42/Y2/Zf+12+o/Grw/4u1eHSn1W1sPBscviL+0MeYEtkurVXs47h2iKiOeeLbvRnKIwc/MH/ETv8R/2t/3H7Jf7G3xg+KOn6n/xJLXxVrsTWWlaRrknCRXYtUntvs8Sy2ssjS39sdkrbjCoExAP1+or8cbnWf8Ags3+1f4qstOXSfgh+zLaaTaT3Eupo+nX9prTs8KpBIpk1iZZFG9kKRwx483e7N5S1of8Off+Cjv7VH/Ja/29f+EC/sH/AJA3/CsrGeH7d53+v+2fZE0jOzyofL3+fjfLjyvm8wA/X6ivyB/4hfvip8W/+Ke+Nf7fX7QHxQ+GWof8hnwxvvLf+09n7yD57vULyAeXcJDL89tJnysDYxV1P+IKn9ln/ofv2gP/AAeaR/8AKygD9fqK/IH/AIgqf2Wf+h+/aA/8Hmkf/Kyj/iE3/wCGf/8Ak2j9rv8AaA+B39r/APIx/wCl/a/7b8v/AI9f+QfLp23yvMuf9Z52fO+Xy8NvAP1+or8cfEv/AAb9/ts/DXTovEPw+/4KN/FDxN4y0W7trzTNM8VS6tbaNduk8bMtyzaheo0YQMfLe1mjlIEbqEdmGh/wpv8A4LJfs/8A/FX/APC2fgB8cv7I/wCZJ+x2tp/bfmfuv9b/AGdp23yvM8//AI/Yc+Tj95nynAP1+or8gf8Ah+n+2t+xn+4/ad/YZ8QX2n2v/E71fxV8OLiW60rQdDXieWQRm+tjcQrDcysst/bgoYtwiUiZ/X/2aP8Ag6z/AGNv2iPslvqPjXxB8L9X1DVU0q1sPGWhy2/mb/LCXL3Vqbizgty0hUyTzx7PKdnCIA7AH6P0Vz/wt+LPhb44+BLDxT4K8TeH/GHhnVPM+x6vomow6hYXflyNFJ5c8LNG+2RHQ7ScMjA8giugoAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAorP8WeLNL8BeFdT13XdT0/RdE0W0lv9Q1C/uEtrSwt4kLyzSyuQkcaIrMzsQFAJJAFfhDo3xr+PX/B2d8ZdW8FaVb6h8GP2JPB3iBZtc1C3QprPikRCJ4LCaUs8M94SPtAhjU29mJ45JvtUkVp5wB9YftL/APByboXi/wCKd38If2Ovh34g/ai+Lr77f7XpUEkXhXRGM0lp9quLrAM9vFdG0Lyr5Vm8NyGF8leP+Ef+CLn7ZP8AwVb1jUfEH7bvx48QfDzwFreY3+E3gHUYlh8hLq6mhhnERk09fJmFpLFLINQnliCJJLFJErL+l/7B3/BOr4R/8E3Pg1ZeDPhV4T0/RY47SC31PWXgifWfEjxGRlnv7pUV7iTfNMyg4jiErJEkcYVB7fQB8gfsZ/8ABBv9lT9hf+zr3wf8JPD+q+J9O+wTL4k8Tqdc1UXlnkxX0L3O6OzuDITIzWaQKXCEKBHGE+v6KKACiiigAooooAKKKKACiiigArxD9rz/AIJr/Ab9vTTp4fi58KvB/jS8mtIbBdWuLMW+s21vFObhIYdQhKXcEYlLkpFKoYSSAgrI4b2+igD8gfil/wAGw/ir9lfWL/xj+w3+0R8QPgr4nvNVj1W58Ma3rE03hvVPKulktbaR4IzI1vaxyXQEd7Df+cHVHKhpXc+E/wDwXo/aC/4J2/8ACM+F/wDgoN8BPEHg/T9U+y2Vr8UPCsMGoaVLLJsiQX8drJLbC4K29/dSi1mEoREEVhtIY/r9XP8AxS+E/hb44+BL/wALeNvDXh/xh4Z1Ty/tmka3p0OoWF35ciyx+ZBMrRvtkRHG4HDIpHIBoAz/AIA/H7wb+1L8GvD3xC+H3iHT/FXg3xVaC80zU7NiY7hMlWUqwDxyI6sjxuFkjkR0dVdWUdhX4g/tL/8ABKP44/8ABA34p3fx5/YJi8QePvB/iLfYeM/hTqtvca9hZJpDaTW8FuY7m7t7ZplRCHN5b7SzSzwT3Qj/AEv/AOCVn/BTDwb/AMFXv2R9N+KXhCx1DRZY7t9H1/RbwF5ND1SKKKSa2E21UuI9k0UiTIAHjlTcscgkijAPo+iiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigD8gf8Ag4t8R+Kv2+/2yfgB/wAE/wDwXr//AAhf/C1N/jXxbrd1HM1s+nWq3jwQKsUw+07fsF9O1vNGqNPDpxE0eHZP1O+APwB8G/stfBrw98Pfh94e0/wr4N8K2gstM0yzUiO3TJZmLMS8kjuzO8jlpJJHd3ZnZmP5Q/soeLNL8Of8Hm37TdnqOp6fY3mv/DWzsNMguLhIpNRuF07w1cNDCrEGSQQQTylFyRHDI2NqMR+x1ABRRRQAV8tfCr/gp5p/xP8A+CgPiL4KL4Su7HRtPl1DS9H8XNfh7fXdW02Cxn1GwWDywUMMd+mH8x95t7gbU8v5vVP21f2io/2T/wBlbxv8QDay6heeH9OP9m2US7pNR1CZ1gsrVB3ea6lhiA7mQV+e/wAVP2Av2hf2Rf2CfAnioeOvhr4v179nnWf+FpzWGmeAL211/WrppZrjW4P7RbVZYpGuIbu+UkWSiX5AFiOGSYzUanPV0grJt6L3nbmvvaCTk0uvLd2bTqUXKChT1nK9l191Xt2TlJxim+nM0rq6+xvDv/BUL4a2X7RPxM+HfjzxN4G+GuoeCPEdp4d0d9f8V2tpN4rkn06zvC1vDN5Z3I14kRRDISdpyN4UepfHL9rT4V/swvpq/Ev4mfD74eNrIkNgPE3iKz0k3wj2+Z5X2iRPM2703bc43LnqK/OL4R/tm/s2wfHb9tjVPGOs+GGHxaGiy6VHfRpJceOtLuPC9iYLCwj2s19MWuD/AKNB5r5uojs/eKWt6BE37Evgz4aa14m/aB+G3wc+OEvwS0Xwz4n0P4w6O99oPidLNJXgW3u2ubKRruGaaeK4W2uLgbZomltixhdhuUKKlNWajBvzcoTlJJb3i4e9a9ub4VbWrRlO0Ho729FKCT9Gp+7e1+Va+97v2hP/AMFOPhBZftea18H7vxx4MsdX8P8AhKPxbeXl14jsoolhfzpGiCGTduitYTdSlsBIJYpOVfcOzvf23/gtpvw91Txdc/F/4X2/hTQ9VOhalrUniqwTTtP1AAE2c05l8uO4AIzEzB+RxX5m/Er4saMPBXxQXVfCmi/BjVPH37GSvovgfyU0xbaWAa7Nc2VnbskZPkJKrmNUDIjAsq817t+0v8WNO/Z21r9lbT7fX/hL8G7Oz8DaimlfED4gWs91omgutnp0I022gW/srcXs8TMySTSkrFazqiMJJBWjVouL3i2vV+0rryStGlZK+ra3lpKWlzRaekkn6fu6MvNu8qrb7JdFrH7hPx58DL8H/wDhYZ8Z+FB4B+xf2n/wk39r2/8AY/2TGftH2vf5PlY537tvvXiHxg/4K7fAP4V6d8OL+3+KXw28Q6T8SfFH/CMWep2Hi/TnsLRkhea4uJJhKV8uICJG25xJdW6nb5gNfAP7N3iDTbX9ir4fanrt/rGr+APhd+0/rGrePpNZ09bC40qwe41Gex1DVLJYYltoVuLrT7twYIo4g6y7Y1Qsn0Z+19+1H8BvGPjr4M/EfwT4m8C3OgaX8b9I/wCEx8caYkaaNcTHQNVt7cz6uqi2uWjEkEJImfyS8cbbCVUlNc06be0p0k11tP2T1vbRqo43stVo7u0Zm+VVIveMKrT/AL0PapJatXvTUt3o7Wa1f2h4c+Pmin4deJ/FXiLxB4D0rQPCuo6jbX+qWfiWO707T4LSZ43e7uJI4UtpkCfvoWyIHDJ5j7dxPCf7VHww8efC4eOND+I/gPWvBRu0sB4gsPEFpc6Wbl5UhSD7Skhi8xpZI4wm7cXdVAyQD+dNzEth+z3beJddSOf4XeDf2rvE2uePRLbG5tYNMi1fUxFdXEYVs29vetZzu5G2IRea2FjLDm/25L/wl+1B4o/aN8ZeBn0nxf8AB7xXB8MPD+sa1pskd3oHinWY/FUYnWKZAYbt4rGa1hldGcKNkTMCmxc8O3VjT6OfIvTmhTlzPybm4L+8kutlpWioVpwvom/narOnZLulHner930u/wBQ/gt+0f8ADz9pHSb/AFD4d+PfBnj6x0u4+yXlz4c1u21WG0m2hvKkaB3CPtIO1iDgg4rs6+VPh5odn4f/AOCz3xFFjbQ2i3vwc8NvOsKhFlaPV9ZjQkDjKoAo9AMV9V1aalTjUX2ub/yWcofjy38r21tciacakqb6cv8A5NCM/wAOa3na9leyKKKKQgr8UfjT4a8G/wDBur/wXU+GvjDwpLp/g39nf9ra0utC8UaAt+YdO8NapDcQ/wDEwjhd4LW0s4ZbyzcPI8ot4bjVVjjiQwxj9rq/HH/g9f8AFml2f/BNv4aaFNqenxa3qXxKtr+0097hFu7q3g0vUknmjiJ3vHG9zbq7gEKZ4gSC65AP2OooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooA/LH/g4U+APjP9nz4y/Bb9u34S+HtQ8R+Mv2ers2fjTTLNQ8mqeE3E7XDFpDIkEcST3sTyQ20kqR6m87MqWYZfu/8AYW/bp+HH/BRf9nHRfih8L9a/tXw/quYbi3mVY7/RbxVUy2N5EGbyriPcuVyVZWSRGkikjkb0/wAWeE9L8e+FdT0LXdM0/WtE1q0lsNQ0+/t0ubS/t5UKSwyxOCkkbozKyMCGBIIINfij8Uv+CUfxx/4N+v2jr/8AaB/Y2i8QfFn4U+I9VjtfGHwaW3uLq/XTHZfKSB0Mst55M0k4iuFiNzaLJHvF3C14zAH7fUV8of8ABM//AILS/Ab/AIKuadfQ/DDxBqFr4r0e0+36n4T160FjrOn2/nvCsxVWeGeMkIS9vLKIxcQCQxvIqV9X0AFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFeYfteftofDD9gv4NT/ED4ueMNP8GeFIbuGwW7uI5Z5Lm4lJCQwwQo808hAdykSMVjjkcgJG7KAen1+KPwv8S3P/AAch/wDBZnwb8U/DkfjDRP2Wv2QrtLzw7rr2EEC+LvEsd5bXW2Myos0Uc4htJHjYStHb2UW9bSW/Gzn/AI1/Gv8Aaj/4OdvFVv4a+Alv4w/Z1/ZKtbRf7X8W+JEm0678did3s72BRbMy3scSfbIxYxTG3YwsbqdHlt44f1v/AGFv2Fvhx/wTo/Zx0X4X/C/Rv7K8P6Vma4uJisl/rV4yqJb68lCr5txJtXLYCqqpGixxRxxqAev0UUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAHwh/wAFAv8Ag3m+A37b3ip/HmhWmofBX40Wt2dW0/x34HYaddjUleeeK7urdNsVxJ9rmWeSdfKu3MMai6QCvmC2+I//AAVD/wCCTXiq9j8S+GNP/bd+C+i2kEFre6SY7bxQlujzWlsoWKM38l45a1numkt9SGwHFwD50w/Y6igD8wf2M/8Ag7V/ZU/ab/s7TPGGpeIPgx4nu/sFq0HiezM2lS3lxlZUhv7bzI1t4ZAA1xeLaLsdHIUCQR/od8FP2hfAP7SnhW4134deOPB/j/RLS7awn1Dw3rNtqtpDcKiO0LSwO6LIEkjYoTkCRTjDDPIftL/8E/fgf+2R9rl+KXwm8AeOdQvNKfRP7U1XRLebVbWzbzD5Vve7ftNvtaaV0aGRGjdy6FW+avgD4pf8Gf8A+zjf+O7/AMXfC/xj8YPg34ntfLvPDP8AYmupdWHhnUYY1+z3cfnxNfPtnRZyPtqvuLBJIhs2AH6vUV+QP/Dn3/go7+yv/wAkV/b1/wCE+/t7/kM/8LNsZ5vsPk/6j7H9rTV8b/Nm8zZ5GdkWfN+Xyz/hMv8Agsl+yv8A8U9/wifwA/aU+2f8TH/hJ/OtbD7Du/d/YNn2jSM7PK83d9mfP2jHnNjZGAfr9RX5A/8ADyX/AIKsfAj/AIqv4mfsW+APFngnSv8AkJaV4J1MSa9deZ+6i+zrb6lqEp2zPG77bOX92smfLGZEP+Ijv9qf/pGP+0B/391f/wCUdAH6/UV+QP8AxEd/tT/9Ix/2gP8Av7q//wAo6P8Ah9h+3/8AtN/8SH4O/wDBPrxB4H8T2f8Ap91f/Ee8u4dKls1/dvDGbqLSo/tBkkhZQLh22JLiJhl4wD9fqK/IH/hpb/gsl8Rv+Ke/4Z7+AHgL+3v+Jd/wk/8AaVrN/wAI5537v7fs/tm53+Ru83b9mnzsx5Mv3GP+HbX/AAVY+O//ABSnxM/bT8AeFPBOq/8AIS1XwTpgj1618v8AexfZ2t9N0+UbpkjR9t5F+7aTPmDMbgH63eLPFml+AvCup67rup6fouiaLaS3+oahf3CW1pYW8SF5ZpZXISONEVmZ2ICgEkgCviD9rz/g5P8A2P8A9kHTp1n+Kmn/ABI1tbSG8t9I8ABdfkvEknMJVbuNhYRyIFeRo5rmOQRqCFJeMP8AOH/EIn4W+O//ABN/2jP2nP2gPjT43tv9Dsdb+3w2n2XTl+eO02341CU7ZnuHysyp++wIwQzP9v8A7NH/AARZ/ZU/ZE+yS+BfgT4AtNQ07VU1ux1TVbE65qun3ieWY5be9v2nuYdjRI6LHIqo4LqAzMxAPgDQv+C4n7a3/BUjWLfSf2Rf2Zf+EH8E69/aEFv8TPHyyzWC2f2pLOLUoJSsVmlxbMZJJbVDqTFkdVjlEEgk9g/Zo/4NstC8X/FO0+L37YvxF8QftRfF19lx9k1WeSLwrojedHd/Zbe1yDPbxXRuwkTeVZvDclTYpX6fUUAZ/hPwnpfgLwrpmhaFpmn6Lomi2kVhp+n2FultaWFvEgSKGKJAEjjRFVVRQAoAAAArQoooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooA//Z)

Insert Image B04929\_02\_01.png

The above diagram shows the main concepts of OOP. Let us consider that we need to make a car racing game. So a car can be composed of an engine, wheels, and chassis and so on. All these parts can be considered as individual components which can be used for other cars as well. Similarly every car’s engine can be different and so we can add differently functionalities, states and properties to each of each individual components.

All these can be achieved by object oriented programming.

# Using classes for data encapsulation and abstraction

In this recipe we will see how easy it is to create a game framework using object oriented programming in C++.

## Getting ready

To step through this recipe, you will need a machine running Windows. No other prerequisites are required. You need to have a working copy of Visual Studio installed on your Windows machine.

## How to do it...

1. Open Visual Studio.
2. Create a new C++ project
3. Select a win32 console application
4. Add a source file called Source.cpp, CEnemy.h and CEnemy.cpp
5. Add the following lines of code.

**Souce.cpp**

#include "CEnemy.h"

#include <iostream>

#include <string>

#include <conio.h>

#include "vld.h"

using namespace std;

int main()

{

CEnemy\* pEnemy = new CEnemy();

int iAge;

int iHealth;

string sName;

string sArmour;

iAge = pEnemy->GetAge();

iHealth = pEnemy->TotalHealth();

sArmour = pEnemy->GetArmourName();

sName = pEnemy->GetName();

cout << "Name of the enemy is :" << sName << endl;

cout << "Name of " << sName << "'s armour is :" << sArmour << endl;

cout << "Health of " << sName << " is :" << iHealth << endl;

cout << sName << "'s age is :" << iAge;

delete pEnemy;

\_getch();

}

**CEnemy.h**

#ifndef \_CENEMY\_H

#define \_CENEMY\_H

#include <string>

using namespace std;

class CEnemy

{

public:

string GetName()const;

int GetAge()const;

string GetArmourName()const;

int TotalHealth()const;

//ctors

CEnemy();

//dtors

~CEnemy();

private:

int m\_iAge;

int m\_iHealth;

string m\_sName;

string m\_sArmour;

};

#endif

**CEnemy.cpp**

#include <iostream>

#include <string>

#include "CEnemy.h"

using namespace std;

CEnemy::CEnemy()

{

m\_iAge = 50;

m\_iHealth = 100;

m\_sArmour = "GOLD\_ARMOUR";

m\_sName = "Dr. EVIL";

}

int CEnemy::GetAge()const

{

return m\_iAge;

}

int CEnemy::TotalHealth()const

{

return m\_iHealth;

}

string CEnemy::GetArmourName()const

{

return m\_sArmour;

}

string CEnemy::GetName()const

{

return m\_sName;

}

## How it works...

For creating an object oriented program, we need to create classes and objects. Although we can write the definition and declaration of the class in the same file, it is advisable to have two separate files for definition and declaration. A declaration class file is called a header file whereas a definition class file is called a source file.

In the CEnemy header file, we define the member variables and the functions that we need. In a class, we have the option to separate out the variables as public, protected and private. A public state indicates that they are accessible from outside the class, a protected state indicates that only the child class that inherits from the current base class, has access to it whereas a private state indicates that they are only accessible within the class. By default everything in a C++ class is private. So we have created all the member functions as public so that we can access them from the driver class which in this example is Source.cpp . The member variables in the header file are all private as they should not be directly accessible from outside the class. This is what we called as abstraction. We define a string type variable for name and armour and an integer type for health and age. It is also advisable to create a constructor and destructor even if we do not have any functionality for them at present.

In the CEnemy source file, we have the initialisation of the member variables and also the declarations of the functions. We have used the const keyword at the end of each function because we do not want the function to change the contents of the member variables. We just want them to return the values that are already assigned. As a rule of the thumb, we should always use the const keyword when necessary. It makes the code more secure, organised and readable. We have initialised the variables in the constructor; we could have also created parameterised constructors and assigned values to them from the driver program. Alternatively we can also have Set functions to assign values.

From the driver program, we create a pointer object of the type CEnemy. When the object is initialised, it calls its appropriate constructors and the values are assigned them. Then we call the functions by dereferencing the pointer using the “->” operator. So when we call the function p->function, it is same as (\*p).function. As we are dynamically allocating memory, we should also delete the object or else we will get a memory leak. We have used vld to check for memory leaks. This program does not have any as we have used the delete keyword. Just comment out the line “delete pEnemy;” and you will notice that the program has few memory leaks on exiting.

# Using polymorphism to reuse code

In this recipe we will see how we can use the same function and override them with different functionalities based on the need. Also we will see how we can share values across base and derived classes.

## Getting ready

You need to have a working copy of Visual Studio installed on your Windows machine.

## How to do it...

1. Open Visual Studio.
2. Create a new C++ project
3. Select a win32 console application
4. Add a source file called Source.cpp and 3 header files called Enemy.h, Dragon.h and Soldier.h
5. Add the following lines of code.

**Enemy.h**

#ifndef \_ENEMY\_H

#define \_ENEMY\_H

#include <iostream>

using namespace std;

class CEnemy {

protected:

int m\_ihealth,m\_iarmourValue;

public:

CEnemy(int ihealth, int iarmourValue) : m\_ihealth(ihealth), m\_iarmourValue(iarmourValue) {}

virtual int TotalHP(void) = 0;

void PrintHealth()

{

cout << "Total health is " << this->TotalHP() << '\n';

}

};

#endif

**Dragon.h**

#ifndef \_DRAGON\_H

#define \_DRAGON\_H

#include "Enemy.h"

#include <iostream>

using namespace std;

class CDragon : public CEnemy {

public:

CDragon(int m\_ihealth, int m\_iarmourValue) : CEnemy(m\_ihealth, m\_iarmourValue)

{

}

int TotalHP()

{

cout << "Dragon's ";

return m\_ihealth\*2+3\*m\_iarmourValue;

}

};

endif

**Soldier.h**

#ifndef \_SOLDIER\_H

#define \_SOLDIER\_H

#include "Enemy.h"

#include <iostream>

using namespace std;

class CSoldier : public CEnemy {

public:

CSoldier(int m\_ihealth, int m\_iarmourValue) : CEnemy(m\_ihealth, m\_iarmourValue) {}

int TotalHP()

{

cout << "Soldier's ";

return m\_ihealth+m\_iarmourValue;

}

};

#endif

**Source.cpp**

// dynamic allocation and polymorphism

#include <iostream>

#include <conio.h>

#include "vld.h"

#include "Enemy.h"

#include "Dragon.h"

#include "Soldiers.h"

int main()

{

CEnemy\* penemy1 = new CDragon(100, 50);

CEnemy\* penemy2 = new CSoldier(100, 100);

penemy1->PrintHealth();

penemy2->PrintHealth();

delete penemy1;

delete penemy2;

\_getch();

return 0;

}

## How it works...

Polymorphism is the ability to have different forms. So in this example, we have an Enemy interface which does not have any functionality for calculating total health. However we know that all types of enemy should have a function to calculate total health. So we have made the function in the base class as pure virtual function by assigning it to 0.

This enables or rather forces all the child classes to have their own implementation of calculating total health. So the CSoldier class and CDragon class have their own implementation of TotalHP. The advantage of such a structure is that we can create a pointer object of the child from the base and when it resolves, it calls the correct function of the child class.

If we do not create a virtual function, then the functions in the child classes would have hidden the function of the base class. The way the compiler resolves the functions at run time is by a technique called dynamic dispatch. Most languages use dynamic dispatch. C++ uses single cast dynamic dispatch. It does so with the help of virtual tables. When the class CEnemy defines the virtual function TotalHP , the compiler add a hidden member variable to the class which points to an array of pointers to functions called the virtual method table (VMT or Vtable). At runtime these pointers will be set to point to the right function, because at compile time, it is not yet known if the base function is to be called or a derived one implemented by CDragon and CSoldier.

The member variables in the base class are protected. This means that the derived class also have access to the member variables. From the driver program, because we have allocated memory dynamically, we should also delete or else we will have memory leaks.

# Use operator overloading to reuse operators

## Getting ready

1. In this recipe we will see how we can overload an operator and which operators are allowed to be overloaded in C++

## How to do it...

1. Open Visual Studio.
2. Create a new C++ project
3. Select a win32 console application
4. Add a source file called Source.cpp, vector3.h and vector3.cpp
5. Add the following lines of code.

**Source.cpp**

#include "vector3.h"

#include <conio.h>

#include "vld.h"

int main()

{

// Vector tests:

// Create two vectors.

CVector3 a(1.0f, 2.0f, 3.0f);

CVector3 b(1.0f, 2.0f, 3.0f);

CVector3 c;

// Zero Vector.

c.Zero();

// Addition.

CVector3 d = a + b;

// Subtraction.

CVector3 e = a - b;

//Scalar Multiplication.

CVector3 f1 = a \* 10;

//Scalar Multiplication.

CVector3 f2 = 10 \* a;

//Scalar Division.

CVector3 g = a / 10;

// Unary minus.

CVector3 h = -a;

// Relational Operators.

bool bAEqualsB = (a == b);

bool bANotEqualsB = (a != b);

// Combined operations +=.

c = a;

c += a;

// Combined operations -=.

c = a;

c -= a;

// Combined operations /=.

c = a;

c /= 10;

// Combined operations \*=.

c = a;

c \*= 10;

// Normalisation.

c.Normalize();

// Dot Product.

float fADotB = a \* b;

// Magnitude.

float fMag1 = CVector3::Magnitude(a);

float fMag2 = CVector3::Magnitude(c);

// Cross product.

CVector3 crossProduct = CVector3::CrossProduct(a, c);

// Distance.

float distance = CVector3::Distance(a, c);

\_getch();

return (0);

}

**Vector3.h**

#ifndef \_\_VECTOR3\_H\_\_

#define \_\_VECTOR3\_H\_\_

#include <cmath>

class CVector3

{

public:

// Public representation: Not many options here.

float x;

float y;

float z;

CVector3();

CVector3(const CVector3& \_kr);

CVector3(float \_fx, float \_fy, float \_fz);

// Assignment operator.

CVector3& operator =(const CVector3& \_kr);

// Relational operators.

bool operator ==(const CVector3& \_kr) const;

bool operator !=(const CVector3& \_kr) const;

// Vector operations

void Zero();

CVector3 operator -() const;

CVector3 operator +(const CVector3& \_kr) const;

CVector3 operator -(const CVector3& \_kr) const;

// Multiplication and division by scalar.

CVector3 operator \*(float \_f) const;

CVector3 operator /(float \_f) const;

// Combined assignment operators to conform to C notation convention.

CVector3& operator +=(const CVector3& \_kr);

CVector3& operator -=(const CVector3& \_kr);

CVector3& operator \*=(float \_f);

CVector3& operator /=(float \_f);

// Normalize the vector

void Normalize();

// Vector dot product.

// We overload the standard multiplication symbol to do this.

float operator \*(const CVector3& \_kr) const;

// Static member functions.

// Compute the magnitude of a vector.

static inline float Magnitude(const CVector3& \_kr)

{

return (sqrt(\_kr.x \* \_kr.x + \_kr.y \* \_kr.y + \_kr.z \* \_kr.z));

}

// Compute the cross product of two vectors.

static inline CVector3 CrossProduct(const CVector3& \_krA,

const CVector3& \_krB)

{

return

(

CVector3(\_krA.y \* \_krB.z - \_krA.z \* \_krB.y,

\_krA.z \* \_krB.x - \_krA.x \* \_krB.z,

\_krA.x \* \_krB.y - \_krA.y \* \_krB.x)

);

}

// Compute the distance between two points.

static inline float Distance(const CVector3& \_krA, const CVector3& \_krB)

{

float fdx = \_krA.x - \_krB.x;

float fdy = \_krA.y - \_krB.y;

float fdz = \_krA.z - \_krB.z;

return sqrt(fdx \* fdx + fdy \* fdy + fdz \* fdz);

}

};

// Scalar on the left multiplication, for symmetry.

inline CVector3 operator \*(float \_f, const CVector3& \_kr)

{

return (CVector3(\_f \* \_kr.x, \_f \* \_kr.y, \_f \* \_kr.z));

}

#endif // \_\_VECTOR3\_H\_\_

**Vector3.cpp**

#include "vector3.h"

// Default constructor leaves vector in an indeterminate state.

CVector3::CVector3()

{

}

// Copy constructor.

CVector3::CVector3(const CVector3& \_kr)

: x(\_kr.x)

, y(\_kr.y)

, z(\_kr.z)

{

}

// Construct given three values.

CVector3::CVector3(float \_fx, float \_fy, float \_fz)

: x(\_fx)

, y(\_fy)

, z(\_fz)

{

}

// Assignment operator, we adhere to C convention and return reference to the lvalue.

CVector3&

CVector3::operator =(const CVector3& \_kr)

{

x = \_kr.x;

y = \_kr.y;

z = \_kr.z;

return (\*this);

}

// Equality operator.

bool

CVector3::operator ==(const CVector3&\_kr) const

{

return (x == \_kr.x && y == \_kr.y && z == \_kr.z);

}

// Inequality operator.

bool

CVector3::operator !=(const CVector3& \_kr) const

{

return (x != \_kr.x || y != \_kr.y || z != \_kr.z);

}

// Set the vector to zero.

void

CVector3::Zero()

{

x = 0.0f;

y = 0.0f;

z = 0.0f;

}

// Unary minus returns the negative of the vector.

CVector3

CVector3::operator -() const

{

return (CVector3(-x, -y, -z));

}

// Binary +, add vectors.

CVector3

CVector3::operator +(const CVector3& \_kr) const

{

return (CVector3(x + \_kr.x, y + \_kr.y, z + \_kr.z));

}

// Binary –, subtract vectors.

CVector3

CVector3::operator -(const CVector3& \_kr) const

{

return (CVector3(x - \_kr.x, y - \_kr.y, z - \_kr.z));

}

// Multiplication by scalar.

CVector3

CVector3::operator \*(float \_f) const

{

return (CVector3(x \* \_f, y \* \_f, z \* \_f));

}

// Division by scalar.

// Precondition: \_f must not be zero.

CVector3

CVector3::operator /(float \_f) const

{

// Warning: no check for divide by zero here.

float fOneOverA = 1.0f / \_f;

return (CVector3(x \* fOneOverA, y \* fOneOverA, z \* fOneOverA));

}

CVector3&

CVector3::operator +=(const CVector3& \_kr)

{

x += \_kr.x;

y += \_kr.y;

z += \_kr.z;

return (\*this);

}

CVector3&

CVector3::operator -=(const CVector3& \_kr)

{

x -= \_kr.x;

y -= \_kr.y;

z -= \_kr.z;

return (\*this);

}

CVector3&

CVector3::operator \*=(float \_f)

{

x \*= \_f;

y \*= \_f;

z \*= \_f;

return (\*this);

}

CVector3&

CVector3::operator /=(float \_f)

{

float fOneOverA = 1.0f / \_f;

x \*= fOneOverA;

y \*= fOneOverA;

z \*= fOneOverA;

return (\*this);

}

void

CVector3::Normalize()

{

float fMagSq = x \* x + y \* y + z \* z;

if (fMagSq > 0.0f)

{

// Check for divide-by-zero.

float fOneOverMag = 1.0f / sqrt(fMagSq);

x \*= fOneOverMag;

y \*= fOneOverMag;

z \*= fOneOverMag;

}

}

// Vector dot product.

// We overload the standard multiplication symbol to do this.

float

CVector3::operator \*(const CVector3& \_kr) const

{

return (x \* \_kr.x + y \* \_kr.y + z \* \_kr.z);

}

## How it works...

## C++ has built in types: int, char, and float. Each of these types has a number of built-in operators, such as: Addition +, Multiplication \*. C++ allows you to add these operators to your own classes as well. Operators on built-in types (int, float) cannot be overloaded. The precedence order cannot be changed. There are great reasons to proceed with caution when overloading an operator. The goal is to increase usability and understanding. In our example we have overloaded the basic multiplication operators so that we can add, subtract etc our vector3 objects which we create. This is extremely handy as we can find the distance of an object in our game, if we know the position vectors of the two objects. We have used const functions as much as possible. The compiler will enforce the promise to not modify the object. This can be a great way to make sure that your code has no unanticipated side effects.

* 1. All functions that accept vectors accept a constant reference to a vector.We have to remember that passing an argument by value to a function invokes a constructor. Inheritance will not be very useful to the vector class as we know CVector3 is speed critical.The V-table adds 25% to the class size so it is not advisable.
  2. Also data hiding does not make too much sense as we need the values of the vector class. Some operators can be overloaded in C++. The operators which C++ does not allow us to overload are :

. (Member Access or Dot operator),?: (Ternary or Conditional Operator),:: (Scope Resolution Operator),.\* (Pointer-to-member Operator),sizeof (Object size Operator) and typeid (Object type Operator).

# Use function overloading to reuse functions

In this recipe we will learn how to overload a function and use the same function name and overload them.

## Getting ready

For this recipe, you will need a Windows machine with a working copy of Visual Studio.

## How to do it...

1. Open Visual Studio.
2. Create a new C++ project
3. Select a win32 console application
4. Add a source file called main.cpp, Cspeed.h/cpp
5. Add the following lines of code.

**Main.cpp**

#include <iostream>

#include <conio.h>

#include "CSpeed.h"

using namespace std;

//This is not overloading as the function differs only

//in return type

/\*int Add(float x, float y)

{

return x + y;

}\*/

int main()

{

CSpeed speed;

cout<<speed.AddSpeed(2.4f, 7.9f)<<endl;

cout << speed.AddSpeed(4, 5)<<endl;

cout << speed.AddSpeed(4, 9, 12)<<endl;

\_getch();

return 0;

}

**CSpeed.cpp**

#include "CSpeed.h"

CSpeed::CSpeed()

{

}

CSpeed::~CSpeed()

{

}

int CSpeed::AddSpeed(int x, int y, int z)

{

return x + y + z;

}

int CSpeed::AddSpeed(int x, int y)

{

return x + y;

}

float CSpeed::AddSpeed(float x, float y)

{

return x + y;

}

**CSpeed.h**

#ifndef \_VELOCITY\_H

#define \_VELOCITY\_H

class CSpeed

{

public:

int AddSpeed(int x, int y, int z);

int AddSpeed(int x, int y);

float AddSpeed(float x, float y);

CSpeed();

~CSpeed();

private:

};

#endif

## How it works...

Overloading a function is a type of functional polymorphism. A function can be overloaded only by the number of parameters in the argument list and the type of parameter. A function cannot be overloaded only by the return type.

We have created a class to calculate the sum of speeds. We can use the function to add 2 speeds, 3 speeds or speeds of different data types. The compiler will resolve which function to call based on the signature. One might argue that we could create different objects with different speeds and then add them using operator overloading or use templates and write one function. However we have to remember that in simple templates the implementation will remain same, however in function overloading we can change the implementation of each function as well.

# Using files for input and output

In this recipe we will find out how to use file handling operations in C++ to write or read from a text file. We can even use C++ operations to create binary files.

## Getting ready

1. For this recipe, you will need a Windows machine with a working copy of Visual Studio.

## How to do it...

## Open Visual Studio.

## Create a new C++ project

1. 3. Select a win32 console application

## 4. Add a source file called Source.cpp and File.h/.cpp

## 5. Add the following lines of code.

**Source.cpp**

1. #include <conio.h>
2. #include "File.h"
3. int main() {
4. CFile file;
6. file.WriteNewFile("Example.txt");
7. file.WriteNewFile("Example.txt", "Logging text1");
8. file.AppendFile("Example.txt", "Logging text2");
9. file.ReadFile("Example.txt");
10. \_getch();
11. return 0;
12. }
13. **File.cpp**
14. #include "File.h"
15. #include <string>
16. #include <fstream>
17. #include <iostream>
18. using namespace std;
19. CFile::CFile()
20. {
21. Text = "This is the initial data";
22. }
23. CFile::~CFile()
24. {
25. }
26. void CFile::WriteNewFile(string Filename)const
27. {
28. ofstream myfile(Filename);
29. if (myfile.is\_open())
30. {
31. myfile << Text;
33. myfile.close();
34. }
35. else cout << "Unable to open file";
36. }
37. void CFile::WriteNewFile(string Filename,string Text)const
38. {
39. ofstream myfile(Filename);
40. if (myfile.is\_open())
41. {
42. myfile << Text;
44. myfile.close();
45. }
46. else cout << "Unable to open file";
47. }
48. void CFile::AppendFile(string Filename, string Text)const
49. {
50. ofstream outfile;
51. outfile.open(Filename, ios\_base::app);
52. outfile << Text;
    * + - 1. outfile.close();
53. }
54. void CFile::ReadFile(string Filename)const
55. {
56. string line;
57. ifstream myfile(Filename);
58. if (myfile.is\_open())
59. {
60. while (getline(myfile, line))
61. {
62. cout << line << '\n';
63. }
64. myfile.close();
65. }
66. else cout << "Unable to open file";
67. }
68. **File.h**

#ifndef \_FILE\_H

#define \_FILE\_H

#include <iostream>

#include <string.h>

using namespace std;

class CFile

{

public:

CFile();

~CFile();

void WriteNewFile(string Filename)const;

void WriteNewFile(string Filename, string Text)const;

void AppendFile(string Filename, string Text)const;

void ReadFile(string Filename)const;

private:

string Text;

};

1. #endif

## How it works...

We can use file handling for a variety of reasons. The most important of them might be to log data while the game is running, to load data from a text file to be used in the game or encrypt save data or load data of a game.

We have created a class called CFile. This class helps us to write data to a new file, to append to a file and read from a file. We use the fstream header file to load all the file handling operations.

Everything in a file is written and read in terms of streams. While doing C++ programming, we must write information to a file from your program using the stream insertion operator (<<) just as we use that operator to output information to the screen. The only difference is that you use an ofstream or fstream object instead of the cout object.

We have created a constructor to have an initial data if a file is created without any data in it. If we just create or write to a file, every time a new file will be created with the new data. This is sometimes useful if we just want to write the most updated or latest data. However if we want to add data to the already existing file, we can use the append function. The append function starts writing to an existing file from the last file-position pointer position.

The read function starts reading data from the file until it has reach the last line of written data. We can display the result to the screen or if needed, we could then write the contents to another file. We also must remember to close the file after each operation or it might lead to ambiguity in code. We can also use the seekp and seekg functions to reposition the file-position pointer.

# Creating your first simple game

In this recipe we will learn how to create a simple luck based lottery game.

## Getting ready

To step through this recipe, you will need a machine running Windows. No other prerequisites are required. You need to have a working copy of Visual Studio installed on your Windows machine.

## How to do it...

1. Open Visual Studio.
   1. Create a new C++ project
   2. Select a win32 console application
   3. Add the following files: Source.cpp
   4. Add the following lines of code.

#include <iostream>

#include <cstdlib>

#include <ctime>

int main(void) {

srand(time(NULL)); // To not have the same numbers over and over again.

while (true) { // Main loop.

// Initialize and allocate.

int inumber = rand() % 99 + 2; // System number is stored in here.

int iguess; // User guess is stored in here.

int itries = 0; // Number of tries is stored here.

char canswer; // User answer to question is stored here.

while (true) { // Get user number loop.

// Get number.

std::cout << "Enter a number between 1 and 100 (" << 20 - itries << " tries left): ";

std::cin >> iguess;

std::cin.ignore();

// Check is tries are taken up.

if (itries >= 20) {

break;

}

// Check number.

if (iguess > inumber) {

std::cout << "Too high! Try again.\n";

}

else if (iguess < inumber) {

std::cout << "Too low! Try again.\n";

}

else {

break;

}

// If not number, increment tries.

itries++;

}

// Check for tries.

if (itries >= 20) {

std::cout << "You ran out of tries!\n\n";

}

else {

// Or, user won.

std::cout << "Congratulations!! " << std::endl;

std::cout << "You got the right number in " << itries << " tries!\n";

}

while (true) { // Loop to ask user is he/she would like to play again.

// Get user response.

std::cout << "Would you like to play again (Y/N)? ";

std::cin >> canswer;

std::cin.ignore();

// Check if proper response.

if (canswer == 'n' || canswer == 'N' || canswer == 'y' || canswer == 'Y') {

break;

}

else {

std::cout << "Please enter \'Y\' or \'N\'...\n";

}

}

// Check user's input and run again or exit;

if (canswer == 'n' || canswer == 'N') {

std::cout << "Thank you for playing!";

break;

}

else {

std::cout << "\n\n\n";

}

}

// Safely exit.

std::cout << "\n\nEnter anything to exit. . . ";

std::cin.ignore();

return 0;

}

## How it works...

The game works by creating random number from 1 to 100 and asks the user to guess that number. Hints are provided as to whether a number guessed is higher or lower than the actual number. Also the user is given just 20 tries to guess the number. We first need a pseudo seeder based on which we are going to generate a random number. The pseudo-seeder in this case is srand. We have chosen TIME as a value to generate our random range.

We need to execute the program in an infinite loop so that the program breaks only when tries are over or when the user correctly guess a number. We have set a variable for tries and increment for every guess a user takes. The random number is generated by the rand function. We use rand%99 +2 so that the random number is in the range 1 to 100. We ask the user input for the guessed number and then we check whether is number is less than or greater than or equal to the randomly generated number. Accordingly we display the correct message. If the user has guessed correctly or the number of tries are over, the program should break out of the main loop. At this point we ask the user if he wants to play the game again.

Then depending on his answer he go back into the main loop and start the process of selecting a random number.

# Templates: When to use them

In this recipe we will find out the importance of templates, how to use them and the advantage it provides to us.

## Getting ready

1. For this recipe, you will need a Windows machine with a working copy of Visual Studio.

## How to do it...

## Open Visual Studio.

## Create a new C++ project

## Add a source file called Source.cpp and Stack.h

## Add the following lines of code.

1. **Source.cpp**

#include <iostream>

#include <conio.h>

#include <string>

#include "Stack.h"

using namespace std;

template<class T>

void Print(T array[], int array\_size)

{

for (int nIndex = 0; nIndex < array\_size; ++nIndex)

{

cout << array[nIndex] << "\t";

}

cout << endl;

}

int main()

{

int iArray[5] = { 4, 5, 6, 6, 7 };

char cArray[3] = { 's', 's', 'b' };

string sArray[3] = { "Kratos", "Dr.Evil", "Mario" };

//Printing any type of elements

Print(iArray, sizeof(iArray) / sizeof(\*iArray));

Print(cArray, sizeof(cArray) / sizeof(\*cArray));

Print(sArray, sizeof(sArray) / sizeof(\*sArray));

Stack<int> iStack;

//Pushes an element to the of the stack

iStack.push(7);

cout << iStack.top() << endl;

for (int i = 0; i < 10; i++)

{

iStack.push(i);

}

//Removes an element from the top of the stack

iStack.pop();

//Prints the top of stack

cout << iStack.top() << endl;

\_getch();

}

1. **Stack.h**

#include <vector>

using namespace std;

template <class T>

class Stack {

private:

vector<T> elements; // elements

public:

void push(T const&); // push element

void pop(); // pop element

T top() const; // return top element

bool empty() const{ // return true if empty.

return elements.empty();

}

};

template <class T>

void Stack<T>::push(T const& elem)

{

// append copy of passed element

elements.push\_back(elem);

}

template <class T>

void Stack<T>::pop()

{

if (elements.empty()) {

throw out\_of\_range("Stack<>::pop(): empty stack");

}

// remove last element

elements.pop\_back();

}

template <class T>

T Stack<T>::top() const

{

if (elements.empty()) {

throw out\_of\_range("Stack<>::top(): empty stack");

}

// return copy of last element

return elements.back();

}

## How it works...

## Templates are the foundation of generic programming of C++. If the implementation of a function or a class is same but we need them to operate on different data types, it is advisable to use templates instead of writing a new class or function. One can argue that we can overload a function to achieve the same thing. One must keep in mind that while overloading a function, we can change the implementation based on data type and we are still writing a new function. With templates the implementation has to be same for all the data type. This is the advantage of templates that writing one function is enough. With advanced templates and C++11 features, we can even change the implementation but we will reserve that discussion for later.

We have used function templates and class templates in this example. The function template is defined in Source.cpp itself. On top of the function print we have added the line template<class T>. The keyword class could be replaced by typename as well. The reason for two keywords is a historic one and we do not need to discuss. The remaining part of the function definition is normal except instead of using any particular data type, we have used T. So when we call the function from main, T gets replaced with the correct data type. So by just using one function, we can print all types of data type. We can even create our own data type and pass it to the function.

Stack.h is an example of class template as the data type that the class uses is a generic one. We have selected a stack as it is a very popular data structure in game programming. It’s a LIFO(Last in First Out) structure. So we can display the latest content from the stack as per our requirement. The push function pushes an element onto the stack, whereas a pop removes an element from the stack. The top function displays the top most element of the stack and empty function empties the stack. By using this generic stack class, we can store and display any data type of our choice.

One thing to be kept in mind while using templates is that the compile must know at compile time the correct implementation of the template. So generally template definition and declaration are both done in the header file. However if you want to separate out the two, you can do so by two popular methods. One method is to have another header file and list the implementation at the end of it. Other implementation is to create an .ipp or .tpp file extension and have the implementation in those files.